
StarEnhancer: Learning Real-Time and Style-Aware Image Enhancement—Appendix

A. Network
In low-level vision tasks, an increasing number of net-

works (e.g. EDSR [12] and CBDNet [5]) remove the batch
normalization (BN) layers [10] commonly used in high-
level vision tasks. Meanwhile, the instance normalization
(IN) layers [16] used in StarGAN [2, 3] are also rarely used
in low-level vision tasks. Our experiments do show that
employing the image classifiers’ backbone networks with a
large number of normalization layers as the style encoder
and the curve encoder leads to poor performance. We sup-
pose that employing too many normalization layers can im-
pair the network’s capability to extract the distribution of
image colors and illumination, which is nevertheless cru-
cial for the image enhancement task. To this end, we tend
to remove all BN and IN layers in the network. Our pro-
posed style encoder and curve encoder are both built on
shallow ResNet [7]. However, if we use the Kaiming ini-
tialization [6] to initialize each layer of ResNet without nor-
malization layers, it can lead to exploding gradients, so we
modify the residual block as follows:

• Replace the ReLU activation function [14] with the
PReLU activation function [6].

• PReLU is adopted before the convolution layer that
refers to pre-activation [8].

• Add a scalar multiplier that is initialized at 1 before
each element-wise addition layer.

• Add a scalar bias that is initialized at 0 before each
convolutional layer, fully-connected (FC) layer, and
PReLU activation layer.

• Initialize the 1st convolution layer of the residual block
using the kaiming initialization, and scale the weight
by L−

1
2 that refers to the Fixup initialization [18],

where L is the total number of convolution layers.

• Initialize the 2nd convolution layer of the residual
block and the FC layer to 0.

For the curve encoder in StarEnhancer, a Dual AdaIN
is further inserted between the two convolution blocks in
the residual block. Specifically, the style encoder extracts
each style’s latent code {f̃d}, and the mapping network then
maps the latent code to style codes {µd,j , σd,j}. Because
the style encoder is inferred on the server, it can be deeper
and wider than the curve encoder. The mapping network
consists of two components: an FC Block further extracts
the features from the latent codes; output branches map
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Figure 1: Details of the residual block with Dual AdaIN.

the features to the style codes. Note that the style codes
are updated only when the source and target styles change.
The number of output branches is equal to the number of
Dual AdaINs inserted in the curve encoder, which means
that each output branch corresponds to one Dual AdaIN.
And the output dimension of the output branch is twice the
channel number of the corresponding Dual AdaIN’s feature
maps so that the output vector can be split into µd,j and σd,j .
The sigmoid function is used to ensure that the style code’s
elements are greater than zero, thereby avoiding 1/σd,j be-
ing unavailable. Finally, our proposed modified residual
block is shown in Figure 1.



B. Curve-based color transformation
Using the residual blocks shown in Figure 1, we build the

curve encoder to predict the curve knot points’ parameter
vectors. And the proposed curve-based transformation uses
piecewise cubic interpolation [4] and indexing to utilize the
curve knot points’ parameter vectors.

We consider the curves that map the same color chan-
nel to be the most important, while the curves that map
from pixel’s coordinates only play a complementary role.
Therefore, we assign more knot points to curves that map
the same color channel to make them more expressive, and
fewer knot points to curves that map from pixel’s coordi-
nates to make them smoother. Since the coordinates of the
pixels vary monotonically, applying the transformation of
the curves that map from pixel’s coordinates does not re-
quire any indexing operation. Therefore, although the con-
tribution of the curves that map from pixel’s coordinates is
not significant, it is cost-effective to keep them, considering
its low computational complexity and capability to mimic
tools such as gradient filters.

C. More implementation details
We use some tricks commonly used in face recognition

to improve the performance of the style encoder. Firstly, We
extend the Global Average Pooling (GAP) before the style
encoder’s fully connected layer to parallel GAP and Global
Max Pooling (GMP) and sum the output tensor of GAP and
GMP as the input of the following fully connected layer.
Secondly, we fix the scaling term s (equivalent to the tem-
perature scaling [9]) to 20 for refining the decision boundary
when training the style encoder. Finally, we remove the bias
of the style encoder’s output layer and set its initial learning
rate to 100 times that of the backbone network. The output
layer’s class weights are sometimes called proxies in metric
learning [11, 13, 15, 17], but note that it is not equivalent to
the centers of the classes.

Because the images in the MIT-Adobe-5K dataset [1]
are high-resolution, the images’ loading and pre-processing
consume a lot of time (far more expensive than training).
To this end, we train StarEnhancer on the low-resolution
images and test the trained model on the full-resolution im-
ages. Note that we use random cropping to generate multi-
ple low-resolution versions of the full-resolution image.

We can also add the single sample’s latent code fi as
noise to train a more robust StarEnhancer:

f̃ ′ =
(1− α)f̃+αfi∥∥∥(1− α)f̃+αfi∥∥∥

2

, (1)

where α is a scalar that is sampled from the uniform distri-
bution U on log space as follows:

log(α) ∼ U(log(0.01), log(1)). (2)

D. Additional explanation
Q: Can the multi-curve enhancer be applied to other I2I
translation tasks, such as image dehazing?
A: Unfortunately, it is not directly applicable to other I2I
translation tasks but requires some simple modification. But
we can take the encoder-decoder as the curve encoder to
predict a low-resolution curve parameter map, consisting of
a set of curve parameters (w/o H&W) for each cell (i.e., one
pixel of the parameter map). Guided by the input image,
we can obtain the desired transformed image using the slice
operator. In contrast to the color transformations proposed
in the paper, the modified color transformation is locally
smooth rather than globally shared.
Q: What is the main difference between the proposed
Dual AdaIN and AdaIN?
A: The µ and σ in AdaIN are the mean and variance of the
feature maps, while the two sets (source&target) of µ and σ
in Dual AdaIN are all output by the mapping network. We
note that the IN in AdaIN hurts our method’s performance,
which may be because IN makes feature maps lose impor-
tant statistical properties (e.g., brightness and contrast). In
contrast, Dual AdaIN uses the style encoder to introduce
style information and does not perform any normalization
on the feature maps of the curve encoder.
Q: What is the meaning of the train set and test set for
the unseen style?
A: We extend the FiveK dataset to 18 tonal styles and split
the images of each style into train set and test set in the
same manner. For 10 seen styles, we use the train set for
training the model and collect the style codes. For 8 unseen
styles, we only use the images in the train sets to collect
style codes.
Q: Why use average embedding?
A: When inferring, the model cannot directly obtain the tar-
get style embedding corresponding to the input image be-
cause it can only be fetched by encoding the target style
version of this image (i.e., ground truth). Instead, we use
the normalized average embedding to represent the target
style embedding. In this way, we can use the style encoder
to obtain the average embedding of all styles on the train set
at once and then use the mapping network to get the corre-
sponding µ and σ and save them. When inferring, we only
need to load the saved µ and σ of the specified style without
performing the style encoder and mapping network again.

E. More results
Figures 2 and 3 show some qualitative comparison re-

sults. Figures 4, 5, and 6 show some qualitative results
of the transformations between multiple styles. Figures 7
and 8 show the transformations between seen styles or un-
seen styles. Figures 9 and 10 show some examples of man-
ual fine-tuning.
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Figure 2: Qualitative comparison results of single style transformation with contemporaneous methods.
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Figure 3: Qualitative comparison results of single style transformation with contemporaneous methods.
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Figure 4: An example of mappings between multiple styles.



A→A A→B A→C A→D A→E

B→A B→B B→DB→C B→E

C→A C→B C→C C→D C→E

D→A D→B D→C D→D D→E

E→A E→B E→C E→D E→E

O→A O→B O→C O→D O→E

P→A P→B P→DP→C P→E

Q→A Q→B Q→C Q→D Q→E

X→A X→B X→C X→D X→E

Y→A Y→B Y→C Y→D Y→E

A→O A→P A→Q A→X A→Y

B→O B→P B→XB→Q B→Y

C→O C→P C→Q C→X C→Y
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E→O E→P E→Q E→X E→Y

O→O O→P O→Q O→X O→Y

P→O P→P P→XP→Q P→Y
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Y→O Y→P Y→Q Y→X Y→Y

Figure 5: An example of mappings between all training styles. The images in the red boxes are ground truth.
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Figure 6: An example of mappings between multiple unseen styles. The images in the red boxes are ground truth.
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Figure 7: An example of the color transformation from style Y to style C. The normalized residual image corresponds to the
bottom color transformation curves predicted by the network.
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Figure 8: An example of the color transformation between two unseen styles.
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Figure 9: An example of manual fine-tuning from style O to style C.
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Figure 10: An example of manual fine-tuning between two unseen styles.
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