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Abstract

We present DeepNav, a Convolutional Neural Network

(CNN) based algorithm for navigating large cities using lo-

cally visible street-view images. The DeepNav agent learns

to reach its destination quickly by making the correct nav-

igation decisions at intersections. We collect a large-scale

dataset of street-view images organized in a graph where

nodes are connected by roads. This dataset contains 10 city

graphs and more than 1 million street-view images. We pro-

pose 3 supervised learning approaches for the navigation

task and show how A* search in the city graph can be used

to generate supervision for the learning. Our annotation

process is fully automated using publicly available map-

ping services and requires no human input. We evaluate

the proposed DeepNav models on 4 held-out cities for nav-

igating to 5 different types of destinations. Our algorithms

outperform previous work that uses hand-crafted features

and Support Vector Regression (SVR) [19].

1. Introduction

Man-made environments like houses, buildings, neigh-

borhoods and cities have a structure - microwaves are found

in kitchens, restrooms are usually situated in the corners

of buildings, and restaurants are found in specific kinds of

commercial areas. This structure is also shared across en-

vironments - for example, most cities will have restaurants

in their business district. It has been a long-standing goal of

computer vision to learn this structure and use it to guide ex-

ploration of unknown man-made environments like unseen

cities, buildings and houses. Knowledge of such structure

can be used to recognize tougher visual concepts like oc-

cluded or small objects [8, 29], to better delimit the bound-

aries of objects [6, 38], and for robotic automation tasks like

deciding drivable terrain for robots [13], etc.

In this paper, we address a task that requires understand-

ing the large-scale structure of cities – street-view based

navigation in a new city to reach a destination in as few

steps as possible. The agent neither has a map of the envi-

Figure 1: These street-view images are taken from roughly

the same location. Which direction do you think the nearest

gas station is in?1

ronment, nor does it know the location of the destination or

itself. All it knows is that it needs to reach a particular type

of destination, e.g. go to the nearest gas station in the city.

The naive approach is a random walk of the environment.

But if the agent has some learnt model of the structure of

cities, then it can make informed decisions - for example,

gas stations are very likely to be found near freeway exits.

We finely discretize the city into a grid of locations con-

nected by roads. At each location, the agent has access only

to street view images pointing towards the navigable direc-

tions and it has to pick the next direction to take a step in

(Figure 1). We show that learning structural characteris-

tics of cities can help the agent reach a destination faster

than random walk. This technology can be used to guide

pedestrians and cars in GPS denied environments like re-

mote places or urban areas with tall buildings. A similar

agent trained to navigate buildings to reach elevators, re-

strooms and fire exits can be used to guide visually impaired

persons in unknown buildings.

1The correct answer is: W.
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Two approaches have been used in the past to achieve

this: 1) Reinforcement Learning (RL): a positive reward is

associated with each destination location and a negative re-

ward with all other locations. The agent then learns a policy

(mapping from state to action) that maximizes the reward

expected by executing that policy. In deep RL the policy

is encoded by a CNN that outputs the value of performing

an action in the current state. A state transition and the ob-

served reward forms a training data-point. A mini-batch

for CNN training is formed by some transitions that are

driven by the current policy and some that are random. Re-

cent works have used this approach to navigate mazes [27]

and small game environments [30]. 2) Supervised Learn-

ing: this form of learning requires a large training set of im-

ages with labels (e.g. optimal action or distance to nearest

destination) that would lead the agent to choose the correct

navigable direction at the locations of the images.

Advances in deep CNNs have made it possible to learn

high-quality features from images that can be used for vari-

ous tasks. Most research is focused on recognizing the con-

tent of the images e.g. object detection [11, 20, 31], se-

mantic segmentation [7, 25, 38], edge detection [23], salient

area segmentation [22], etc. However, in robotics and AI

one is often required to map image(s) to the choice of an

action that a robotic agent must perform to complete a task.

For example, the navigation task discussed in this paper

requires the CNN to predict the direction of the next step

taken by the agent. Such tasks require the CNN to assess

the future implications of the content of an image, and are

relatively unexplored in the literature.

We choose supervised learning for this task because of

the sparsity of rewards. Out of roughly 100,000 locations in

a city grid, only around 30 are destinations (sources of pos-

itive reward). RL needs thousands of iterations to sample

a transition that ends at a destination (the only time a posi-

tive reward happens), especially early in the training process

when RL is mostly sampling random transitions. Indeed,

Mnih et al. [27] use 200M training frames to learn navi-

gation in a small synthetic labyrinth. It is not clear if this

approach will scale to large-scale environments with highly

sparse rewards such as city-scale navigation. On the other

hand, there exists an oracle for the problem of navigation in

a grid: A* search. A* search finds the shortest path from a

starting location to the destination, which gives the optimal

action that the agent must perform at every location along

the path. Hence it can be used for efficient labelling of large

amounts of training images.

To summarize, our contributions are:

• We collect a dataset of roughly 1M street view images

spread across 10 large cities in the USA. This dataset

is marked automatically with locations of five types

of destinations (Bank of America, church, gas station,

high school and McDonald’s) using publicly available

mapping APIs [2, 3]

• We develop and evaluate 3 different CNN architectures

that allow an agent to pick a direction at each location

to reach the nearest destination. We also compare the

performance of these 3 CNN-based models with the

model described in [19], which used hand-crafted fea-

tures and support vector regression for the same task.

• We develop a mechanism that uses A* search to gen-

erate appropriate labels for our architectures for all the

images in the dataset.

The rest of the paper is organized as follows: §2 describes

the related work in this area, §3 describes our dataset collec-

tion process, §4 describes the CNN architectures and train-

ing processes and §5 presents results from our algorithm.

We discuss the results and conclude in §6.

2. Related Work

The computer vision community has explored scene un-

derstanding from the perspective of scene classification [20,

39], attribute prediction [24, 32, 39], geometry predic-

tion [15] and pixel level semantic segmentation [7, 25, 38].

All these approaches, however, only reason about informa-

tion directly present in the scene. Navigating to the nearest

destination requires not only understanding the local scene,

but also predicting quantities beyond the visible scene e.g.

distance to nearest destination establishment [19]. Khosla

et al. [19] is closest to our paper and addresses the task

of navigating to the nearest McDonald’s establishment us-

ing street-view images. They use a dictionary of spatially

pooled Histogram of Oriented Gradient features [9] to learn

a Support Vector Regressor [34] that predicts the distance

to the nearest destination in the direction pointed to by the

image. In this paper, we first use a CNN to predict the

distance and show that data-driven convolutional features

perform better than expensive hand crafted features for this

task. Next, we propose 2 novel mechanisms to supervise

a CNN for this task and show that they lead to better per-

formance. A related line of work deals with image geo-

localization [14, 37] - the problem of localizing the input

image in a map. Kendall et al. [18] use CNNs to directly

map an input image to the 6D pose of the camera that took

the image, in a city-level environment. However, these al-

gorithms only partially solve the problem addressed in this

paper - the next steps involve determining the location of

the destination and planning a path to it using a map.

In artificial intelligence, the problem of picking the op-

timal action by observing the local surroundings has re-

cently been studied as an application of Deep Reinforce-

ment Learning [28]. Works such as [27, 30, 40] use Deep

RL to learn navigation in artificially generated labyrinths

and Minecraft environments. However, the environments

are much smaller than the city-level environments consid-

ered in this paper and have either repeating artificial pat-
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Figure 2: Directed graph illustration. The red arrows repre-

sent nodes, encoded by location and direction. Each node

has an associated street-view image, taken at the node’s lo-

cation and pointing in the node’s direction. Nodes are con-

nected by roads (solid connectors in the figure).

terns [27] or monotonous non-realistic video game render-

ings [30]. Another issue with Deep RL is the amount of

training data and training epochs required. Even in small-

scale environments with denser reward-yielding locations

compared to our environments, Mnih et al. [27] use 50 train-

ing epochs with each epoch made of 4M training frames,

while Oh et al. [30] use up to 200 epochs. In contrast, our

algorithms require 8 epochs to train, while our initializa-

tion network [33] requires 74 training epochs through 1M

images. To our knowledge, no deep RL algorithm has at-

tempted the task of learning to navigate in city-scale en-

vironments with real-world noisy imagery. Mirowski et

al. [26] use auxiliary tasks like depth prediction from RGB

and loop closure detection to alleviate the sparse rewards

problem. However, their experiments are performed in arti-

ficially generated environments much smaller than the city-

scale environments we operate in.

In robotics, active vision [5] has been used to control

a robot to reach a destination based on local observations.

The use of shortest paths to train classifiers that map the

state of an agent (encoded by local observations) to ac-

tion first appears in [17]. They train a decision tree on

various hand-crafted attributes of locations in a supermar-

ket (e.g. type of aisle, visible products, etc.) to control a

robot to reach a target product efficiently. Aydemir et al. [4]

use a chain graph model that relies on object-object co-

occurrence and object-room type co-occurrence to control

a robot to reach a destination in a 3D indoor environment.

3. Dataset

The DeepNav agent has a location and a heading associ-

ated with it, and traverses a directed graph covering the city.

Figure 2 shows a visualization of a small part of this graph.

City Images BofA church gas station high school McDonald’s

Atlanta 78,808 10 32 32 7 7

Boston 105,000 40 40 39 20 20

Chicago 105,001 22 33 10 15 32

Dallas 105,000 7 25 35 9 13

Houston 117,297 8 19 30 4 14

Los Angeles 80,701 9 15 30 6 13

New York 105,148 30 20 21 27 31

Philadelphia 105,000 14 42 35 30 19

Phoenix 101,419 4 23 29 18 15

San Francisco 101,741 35 50 45 22 12

Total 1,005,115 179 299 306 158 176

Table 1: Number of images and destinations in city graphs

Nodes are defined by the tuple of street view image location

(latitude, longitude) and direction (North, South, East, and

West). Hence each location can host upto 4 nodes. Edges

in this graph represent a one-way road i.e. a node is con-

nected to a neighbouring node by a directed edge if there

is a road that allows the agent to travel from the first node

to the second node. However, edges only connect neigh-

bouring nodes facing the same direction. Hence travelling

along an edge allows the agent to take one step in the di-

rection of its current heading. To allow the agent to turn

in place, all nodes at one location are cyclically connected

with bidirectional edges. Lastly, a node exists only if it is

connected to a node at a different location. This implies

that locations along a road only have 2 nodes per location,

while intersections have 3 or 4 nodes per location depend-

ing on the type of intersection. At intersections of more than

4 roads, we ignore all roads that do not point in the cardi-

nal directions. This construction makes it possible for the

agent to travel between any two nodes in the graph. Each

node has a 640 x 480 image cropped from the Google Street

View panorama at the location of the node. This image has

a field-of-view of 90◦ and points in the direction associated

with the node. While cardinal directions N, S, E, W are

shorthand, the street-view crops have continuous direction

consistent with the road direction.

To control the granularity of node locations, we tessellate

the city limits into square bins of side 25m and consider the

centers of these bins to be node locations. All street-view

panorama locations that fall inside a bin are snapped to the

center of the bin. However, the actual images are captured

from the edges of the bins, to ensure visual continuity.

We generate one such graph per city. First the limits

are specified by the latitude and longitude of two opposite

corners of a rectangular region. We then start a breadth-

first enumeration of the locations in the city, starting at the

center of the rectangle (shown in the supplementary mate-

rial). This enumeration stops when the specified geographi-

cal limits are reached. Table 1 shows the number of images

in the graphs of the 10 cities in our dataset.
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Figure 3: San Francisco graph locations and destinations

(red: Bank of America, green: church, blue: gas station,

yellow: high school, purple: McDonald’s)

3.1. Destinations

We consider 5 classes of destinations: Bank of America,

church, gas station, high school and McDonald’s. These

were chosen because of their ubiquity and distinguished ap-

pearance. Given the city limits we use Google Maps nearby

search [3] with an appropriate radius to find the locations of

all establishments of these classes. Next, we use the Google

Maps Roads API [2] to snap these locations to the nearest

road location. This is necessary because these establish-

ments are often large in size and street-view images exist

only along roads. Figure 3 shows the destination locations

for San Francisco, while Table 1 shows the number of des-

tinations found by our program in each city graph.

4. CNN Architecture and Training

Given the city graph and street-view images, we want

to train a convolutional neural network to learn the visual

features that are common across paths leading to various

destinations. We propose 3 methods to label the training

images (and corresponding inference algorithms) to accom-

plish this. The first approach, DeepNav-distance, trains the

network to estimate the distance to the nearest destination in

the direction pointed to by the training image. The second

approach, DeepNav-direction, learns a mapping between a

training image and the optimal action to be performed at the

image location. The third approach, DeepNav-pair, decom-

poses the problem of picking the optimal action into pairs

of decisions, and employs a Siamese CNN architecture.

4.1. DeepNavdistance

In this scheme we label each image with the square-

root of the straight-line distance from the image location to

the nearest destination establishment, in the 90◦ arc corre-

sponding to the direction of the image. We collect 5 labels

corresponding to 5 destination classes for each image. To

train, we modify the last fully connected layer (fc8) of the

VGG 16-layer network [33] to have 5 output units (see Fig-

ure 4a). The objective function minimized by this algorithm

is the Euclidean distance between the fc8 output and the 5-

element label vector. If a particular node has no destination

establishment of a category in its arc, the corresponding ele-

ment of the label vector is set to a high value that is ignored

by the objective function. Hence, a training image is used

for learning as long as it has at least one kind of destination

in its arc.

We use a greedy approach at test time: we forward im-

ages from all available directions at the current location of

the agent through the CNN. The agent takes a step in the

direction that is predicted by the CNN to have the least dis-

tance estimate. This approach is inspired from [19], and is

intended to investigate the change in performance by using

an end-to-end convolutional neural network pipeline instead

of hand-crafted features and support vector regression.

4.2. DeepNavdirection

This approach learns to map an input image to the op-

timal action to be performed at that particular location and

direction. The graph allows the agent to perform up to 4 ac-

tions at a node: move forward, move backward, move left or

move right (the last 3 are composed of the primitive actions

of moving forward and turning in place). We note that A*

search in the graph finds the shortest path from any starting

location to a destination, and hence can generate optimal

action labels for each node location along the shortest path.

For example, if the A* path at a node turns East, the im-

age at that node facing East is labelled ‘move forward’, the

image facing North is labelled ‘move right’, and so on. Al-

gorithm 1 describes the process of generating labels for all

training images using A* search, for one class of destina-

tion (e.g. high schools). The algorithm is repeated for all

5 classes of destinations to get 5 optimal action labels for

each training image. Each label can take one of four values.

To train, we modify the last fully connected layer (fc8) of

the VGG 16-layer network [33] to have 20 output units (see

Figure 4a). These 20 outputs are interpreted as scores for

the 4 possible actions (along the columns) for the 5 destina-

tion classes (along the rows). The objective function mini-

mized by DeepNav-direction is the softmax loss computed

independently for each destination class. At test time, the

image from the current position and direction of the agent

is forwarded through the convolutional neural network, and

the agent performs the highest scoring available action.

4.3. DeepNavpair

This approach also learns to select the optimal action

to be performed at a particular location and direction like

DeepNav-direction, but through a different formulation.
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