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Abstract. Federated Learning (FL) has emerged as a privacy-preserving
method for training machine learning models in a distributed manner on
edge devices. However, on-device models face inherent computational
power and memory limitations, potentially resulting in constrained gra-
dient updates. As the model’s size increases, the frequency of gradient up-
dates on edge devices decreases, ultimately leading to suboptimal train-
ing outcomes during any particular FL round. This limits the feasibility
of deploying advanced and large-scale models on edge devices, hindering
the potential for performance enhancements. To address this issue, we
propose FedRepOpt, a gradient re-parameterized optimizer for FL. The
gradient re-parameterized method allows training a simple local model
with a similar performance as a complex model by modifying the opti-
mizer’s gradients according to a set of model-specific hyperparameters
obtained from the complex models. In this work, we focus on VGG-style
and Ghost-style models in the FL environment. Extensive experiments
demonstrate that models using FedRepOpt obtain a significant boost in
performance of 16.7% and 11.4% compared to the RepGhost-style and
RepVGG-style networks, while also demonstrating a faster convergence
time of 11.7% and 57.4% compared to their complex structure. Codes
are available at https://github.com/StevenLauHKHK/FedRepOpt.
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1 Introduction

Collaborative on-device training of deep learning models promises enormous po-
tential for the future Internet of Things (IoT) applications in smart homes,
health care, robotics, autonomous driving, environmental monitoring, and fi-
nance [16,18,19,22,23,32]. Among these collaborative on-device training schemes,
Federated Learning (FL) has garnered significant attention from research and
the industrial community. It is particularly valued for enabling collaborative
learning of feature representations from real-world data while preserving data
privacy [25,35]. In FL, distributed devices (clients) collaboratively train a com-
mon deep-learning model on their local data under the orchestration of a central
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Fig. 1: Overview of federated repoptimizer framework. It comprises six steps training
pipeline: (1) Server performs the model-specific hyperparameter search (i.e., α3 and α1)
using the HS dataset from public dataset or server dataset. (2) Convert the parallel
branch CSLA structure by a single operator and the equivalent training dynamic con-
stant hyper-parameter called gradient multiplier (GM). (3) Initialize the target training
structure with the equivalent CSLA structure. (4) Sending the initialized model and
GM to each client (5) During the client training, the gradient is multiplied with a
constant scalar GM. After training, the updated models are sent to the server. (6) The
server aggregates all the client models to obtain a new global model. These steps repeat
until the model converges.

server [34]. Although local training can help reduce communication costs, cur-
rent practices overlook the existing computational and memory constraints of
real devices, which in practice leads to restriction of the types of architectures
that can be trained and the number of partial model updates a device can per-
form, ultimately limiting the scope and benefits of the FL training.

In practical FL, a diverse range of clients coexist, including those equipped
with high-end devices as well as those utilizing low-end devices. A naive solution
to address the computational constraints of the low-end devices would be to train
a desired complex model only on selected high-end devices and use a structural
compression method, such as re-parameterization [9], to enable model deploy-
ment in both low-end devices and high-end devices during inference. However,
this solution would (1) restrict the learning to the data available on high-end
devices and (2) require different architectures for training and inference.

Instead of modifying the model architecture, a better approach could focus
on changing the gradients of the model used during the training process as shown
in Figure 1. Gradient re-parameterization (GR) [6], also known as RepOpt, fa-
cilitates the training and inference of the compressed version of the multi-branch
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models without any loss of accuracy. This is accomplished by manipulating the
gradients of the compressed model according to hyper-parameters that are spe-
cific to the corresponding multi-branch model. These hyper-parameters are com-
monly obtained by training the multi-branch model on an auxiliary Hyper-Search
(HS) dataset. This in turn mitigates the requirement of separate models during
FL training and inference, while maintaining similar performance to the multi-
branch non-compressed version of the models. Additionally, it allows FL systems
to simultaneously train deep learning models on both low-end and high-end de-
vices achieving full utility of the available pool of data and further counterbalance
the effects of computational constraints of the client’s devices.

In this work, we propose FedRepOpt as a novel application for the RepOpt
models [6], i.e., RepOpt-VGG and RepOpt-GhostNet, in FL. Our key findings
suggest that (1) FedRepOpt-based models in vanilla FL offer better performance
than their plain-style counterparts (VGG and GhostNet) and similar perfor-
mance to their non-re-parameterized multi-branch counterparts both in IID and
Non-IID settings, paving the way for the deployment of large and complex models
in FL while being computationally less expensive. (2) Similar to the centralized
settings, FedRepOpt-based models are agnostic to the type of the HS datasets
for finding the hyperparameters and provide similar results with both IID and
Non-IID versions of the HS datasets. This, in turn, eases the burden on the
server in cases where HS datasets are not publicly available. (3) Interestingly,
in FL, the learning pattern of the FedRepOpt-models and their complex non-
re-parameterized counterparts are nearly similar. (4) In contrast to plain-style
models, the large FedRepOpt-based models are less affected by the local SGD
momentum, offering additional performance improvement with less computa-
tional complexity. The main contributions of this work are as follows:

1. We conduct the first systematic study of training RepOpt-based models
in FL settings. This establishes a baseline for naïvely implementing vari-
ous RepOpt-based models using FL; shedding light on the importance of
RepOpt-based models in FL.

2. We propose FedRepOpt and validate its effectiveness under different FL
configurations. We demonstrate that FedReOpt can achieve a significant
boost in performance while incurring low computational footprints.

3. We further demonstrate that FedReOpt is not only adaptive to cross-silo
settings but also effective in cross-device settings, even when dealing with
non-iid cases.

2 Related Work

2.1 Reparameterization

Structural Reparameterization (SR) [7–9] aims to simplify complex multi-branch
networks into single-branch architectures during inference by applying linear
transformations to the model’s parameters without sacrificing performance. These
approaches facilitate the utilization of complex network structures for effective
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feature representation learning during the training phase, followed by deploying
a streamlined and parameter-efficient network during the inference stage. For
instance, RepVGG [9] proposed a multi-branch CNN architecture by introduc-
ing extra 1× 1 convolutional layers in parallel with the original VGG network’s
3 × 3 convolutional layers, enabling the acquisition of more expressive feature
representations during training. After the training, the extra 1 × 1 layers were
integrated with the 3× 3 layers through the linear convolution transformations,
resulting in a VGG-like model that incurs no additional parameters or compu-
tational cost during inference. Empirical evidence demonstrated that RepVGG
surpassed the performance of the original VGG model without introducing any
inference-time overhead.

Similarly, [7] proposed the Diverse Branch Block (DBB) method, which en-
hanced the representation capacity of an individual convolutional layer by com-
bining multiple branches with diverse complexities to enrich the feature rep-
resentation. During training, the DBB block contains a sequence of convolu-
tions, multi-scale convolutions, and average pooling layers. The convolutional
blocks are converted into a single convolutional layer during inference by utiliz-
ing the linear transformation properties of convolution. Inspired by the success of
RepVGG and DBB, [8] introduced RepLKNet, which adopted a similar strategy
by utilizing parallel large and small kernels during training. After the training
process, the small kernels were merged into the large kernel, empowering it to
capture both global and local information, thereby yielding improvements in
model performance.

While SR techniques enhance model performance during inference without
incurring extra parameters or computational costs, it is important to note that
they do require additional training costs that cannot be overlooked. In the re-
cent work, [6] introduced RepOptimizers (RepOpt), a gradient parameterization
technique that addresses the training costs associated with Structural Reparam-
eterization (SR). RepOpt migrates the additional 1×1 convolution layer into an
optimizer during the training process, achieving comparable performance to SR
models without incurring any extra training costs. This is achieved by modifying
the gradients based on a set of model-specific hyperparameters.

2.2 Federated Visual Representation Learning

Federated Learning (FL) [21] has drawn much attention in recent years due to
privacy concerns about the user’s data transmitted and kept in the centralized
server for training. In FL, data remains on the client’s side while the server only
manages the models collected from the clients. It aims to learn a global model
in a decentralized fashion and obtain an accuracy similar (or better) compared
to the model trained in a centralized fashion.

FedAvg [21] is a classical FL algorithm that iteratively trains a global model
by training the local models at the client and aggregating (averaging) them at
the server. Although it is easy to implement and guarantees the convergence
of the model, this simple aggregation strategy performs poorly in realistic sce-
narios where the data are not Independent and Identically Distributed (non-
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iid). The accuracy of the learned global model is much lower than the model
trained with centralized data. To tackle this issue, the existing methodologies
have explored better global aggregation [11,24,30] and local training [1,13]. For
instance, [11] proposes local-model training loss as a weighting coefficient for ag-
gregation, allowing each participant’s contribution to be weighted based on their
local performance. Additionally, [24] introduces adaptive federated optimization
approaches that leverage knowledge from past iterations by employing separate
gradient-based optimization on the server side. Besides, [13] proposes a varia-
tion reduction method to reduce the client drift between the central server and
each local client during the local updates. It further reduces the communication
rounds between the server and local clients.

The limited bandwidth of the internet connection between edge devices and
global servers is a bottleneck that can lead to longer training times when syn-
chronizing parameters. Recent research in this area has [2, 14, 26] proposed to
quantize model updates into fewer bits, while others [10, 12, 20, 28] proposed to
sparsify local updates by filtering certain values. Another approach in [4] pro-
posed partial parameter synchronization, as many parameters stabilize before
the final model convergence, especially in the early stages. In contrast to these
approaches, our method introduces the gradient re-parameterized technique to
reduce the communication round and further boost the performance. To the
best of our knowledge, no work has studied the effects of the Gradient reparam-
eterization [6] in FL. We believe the work proposed here will provide the initial
foundation for searching the replicas of even large-scale models with similar per-
formance but significantly lower parameter costs.

3 Preliminaries

3.1 Constant Scale Linear Addition (CSLA)

The CSLA are linear blocks that contain multi-branch linear trainable operators
(e.g., convolution or scale layers) and constant scales, as shown in Figure 1.
According to [6], the CSLA blocks can be transformed into a single trainable
operator significantly reducing the model parameters. The equivalent training
dynamics of CSLA blocks are then realized by multiplying the gradients of the
single trainable operator with constant multipliers which are derived from the
constant scales of the CSLA blocks. These constant multipliers are called Grad
Mult. From the perspective of FL, training a CSLA-equivalent compressed model
has a lower computational cost and maintains accuracy similar to the CSLA
model.

The CSLA-based models [6], such as CSLA-RepVGG, follow a similar struc-
ture as models that can be structurally re-parameterized [9]. For instance, as
shown in Figure 1 (step 3), the CSLA-based model (CSLA-RepVGG) contains
a 3× 3, a 1× 1 convolutional layer, and a scaling layer in parallel. As mentioned
in [6], the CSLA block can be transformed into a 3× 3 kernel. The equivalency
of the transformed 3 × 3 kernel and the CSLA block can be maintained by the
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modified gradients in the optimizer (RepOpt) during the local model updating.
The details of the RepOpt are explained in the following subsection.

3.2 RepOptimizer (RepOpt)

The core idea of RepOpt [6] is to shift the structural priors of the model into
an optimizer. As explained in subsection 3.1, we replace the multi-branch linear
convolutional operators in the CSLA block with a single operator W

′
and modify

the gradients by multiplying them by a constant multiplier, called Grad Mult.
We observe that the output of the CSLA block and the W

′
with a modified

optimizer are always identical in any number of rounds in the FL settings (see.
Figure 2) given the same training data (i.e., YCSLA = YGM ). The details of the
equivalency proof can be found in [6].

To ensure that both the outputs of the CSLA-based model and its RepOpt-
based counterparts are equivalent in FL, two rules are required to follow: First,
the RepOpt’s model W

′
should be initialized with the equivalent initial param-

eters as the CSLA model (i.e., W
′ ← α3W3 + α1W1). Second, the gradients of

the RepOpt’s model should be multiplied by (α2
3+α2

1) during the weight update
in each iteration. In this work, we use the regular SGD as an optimizer. The
weight W

′
of the RepOpt-based model (CSLA-equivalent) can then be updated

by W
′(i+1) ← W

′(i) − λ(α2
3 + α2

1)
∂L

∂W ′(i) , where L is the objective function and
λ is the learning rate.

4 Method

In this section, we provide the details of our systematic study on training a CSLA
and its RepOpt counterparts in FL. We consider RepVGG [27], RepGhostNet
[5], and their CSLA counterparts CSLA-VGG and CSLA-GhostNet [6] as our
baseline. These baselines are compared with the RepOpt-based counterparts,
i.e., RepOpt-VGG and RepOpt-GhostNet.

4.1 FedRepOpt

We consider Z partitions {dz}Zz=1 of dataset D to compose Z decentralized
clients with nz samples on each local data set [6]. We follow a six-step process to
train the RepOpt-based version of the CSLA-based models as shown in Figure
1. The server first performs the model-specific hyperparameter search of the
CSLA-based model using the HS dataset (i.e., finding α3, α1 using the CSLA-
VGG model), which can be a public dataset or the dataset available at the
server. The server then initiates the FL training by transmitting the structural re-
parameterized version of the CSLA-based model and the RepOpt to the clients.
we called this model here as FedRepOpt-model. For simplicity, here, we assume
the FedReOpt-VGG version of the RepOpt-VGG model [6].

At each communication round r of FL, the server randomly selects K clients
participating in the training and initializes their local models with the global
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Algorithm 1 FedRepOpt : Let us consider the server randomly selecting K clients at
the given round. The clients train the SSL model with L layers for E local epochs on
its dataset zk with nk number of samples. The FL optimization lasts R rounds.
Input: K,R, nk, dk, η, E, L,HS,CSLA
Output: wR

g

Central server does:
1: α3, α1, W

′
, RepOpt = Train (CSLA, HS)

2: wg = W ′

3: for r = 1,..., R do
4: Server randomly selects K clients.
5: for k = 1,...,K do
6: w

′r
k , nk = TrainLocally(k,wr

g, E, α3, α1)
7: end for
8: Aggregation:
9: wr+1

g = 1
D

∑K
k=1 nkw

′r
k

10: end for
TrainLocally (k,wr

g, E, α3, α1):

1: Initialize w
′r
k = wr

g

2: for e = 1, ..., E do
3: w

′(i+1)r
k = w

′(i)r
k − η(α2

3 + α2
1)

∂Lk

∂w
′(i)r
k

4: end for
5: Upload w

′r
k , nk to the server.

model weights wr
g. Then, each decentralized client k learns the local model using

its local data dk with RepOpt. The local model weight update can be written
as follows.

w
′(i+1)r
k = w

′(i)r
k − η(α2

3 + α2
1)

∂Lk

∂w
′(i)r
k

(1)

The server then receives the local models {wr
k}Kk=1 and aggregates them based

on the aggregation strategy, such as FedAvg [21], to generate a new global model
wr+1

g for the next r + 1 round.

wr+1
g =

1

D

K∑
k=1

dkw
′r
k (2)

As shown in Figure 1, the step 4 to step 6 are repeated until model conver-
gence. The pseudo-code for the FedRepOpt is shown in Algorithm 1. We evaluate
the performance of the global model at the end of each round.
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5 Experiments

5.1 Datasets

We conducted our experiments with Tiny ImageNet for FL training and evalu-
ation and CIFAR-100 as an HS dataset to find model-specific hyperparameters.
To simulate a realistic FL environment, we generate the IID/Non-IID variants
of Tiny ImageNet based on actual class labels using the Dirichlet coefficient α,
where the lower value exhibits greater heterogeneity. The dataset is randomly
partitioned into 10/100 shards for cross-silo/cross-device settings to mimic the
settings of having 10/100 disjoint clients participating in FL.

5.2 Architecture and Implementation

We consider the FL version of the two architectures proposed in the origi-
nal work on RepOpt [6]. We consider Fed-RepVGG [27], Fed-RepGhostNet
[5], and their CSLA counterparts Fed-CSLA-VGG and Fed-CSLA-GhostNet
[6] as our baseline. It should be noted that RepVGG and RepGhostNet have
different but equivalent model structures during the training (Tr) and infer-
ence (Inf) stages. This results in 2 different but equivalent architectures for
RepVGG and RepGhostNet models, i.e., Fed-RepVGG-Tr, Fed-RepVGG-Inf,
Fed-RepGhostNet-Tr, and Fed-RepGhostNet-Inf. The Inf stage model is ob-
tained by utilizing the reparameterization technique [6] to merge the multi-
branch blocks of the model into single-branch blocks. To facilitate a fair com-
parison between the conventional single-branch design and FedRepOpt-based
models, we also train the Inf stage models from scratch. We compare Fed-RepX-
Tr, Fed-RepX-Inf, and Fed-CSLA-based models with FedRepOpt-based models
in the following experiments, where ’X’ denotes either VGG or GhostNet. The
details of the network architecture can be found in the supplementary material.

We developed the FedRepOpt on top of the Flower [3] federated learning
framework. Unless otherwise specified, we keep the same settings as proposed
by [6] for local training and evaluation. For the measurement of the training
speed TPR (time/round), we test all the models on six NVIDIA RTX3090 using
a batch size of 32. We first train one round to warm up the hardware, followed
by 10 rounds to record the average training time per round.

5.3 FL Training

For cross-silo FL, unless otherwise specified, the local training on each client
lasts for E = 1 local epochs per round. We set the total number of rounds R
to 240 to ensure that each client acquires sufficient participation during the FL
training phase. The selection of E and R is based on our empirical observations.
We set the momentum of 0 throughout the FL training and use FedAvg [21]
as an aggregation strategy to combine all the client models at the server. After
each round, the aggregated global model is first evaluated on the test dataset at
the server before being transmitted to the clients. For cross-device FL, the local
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Table 1: Tiny ImageNet Accuracy and training speed on Non-IID and IID Setting.
The search dataset, in this case, was CIFAR100. TPR represents the training time
per round (Lower is better). ’Tr’ and ’Inf’ stand for training stage architecture and
inference stage architecture, respectively.

Model Param (M) TPR (sec) Tiny ImageNet
Non-IID IID

Top-1 Top-5 Top-1 Top-5
Fed-RepGhost-Tr 0.5x 1.289 57 13.45± 0.48 35.61± 0.83 14.24± 0.40 36.22± 0.59
Fed-RepGhost-Inf 0.5x 1.284 52 13.10± 0.20 35.32± 0.29 12.93± 0.40 34.01± 0.79
Fed-CSLA-GhostNet 0.5x 1.286 54 14.93± 0.29 37.69± 0.33 16.17± 0.59 39.04± 1.17
FedRepOpt-GhostNet 0.5x 1.284 51 15.29 ± 0.85 38.16 ± 0.93 16.19 ± 0.47 39.13 ± 0.56
Fed-RepVGG-B1-Tr 55.8 74 35.30± 0.49 65.09± 0.79 40.69± 0.33 68.29± 0.35
Fed-RepVGG-B1-Inf 50.2 46 33.45± 0.11 63.66± 0.48 37.79± 0.12 65.89± 0.39
Fed-CSLA-VGG-B1 55.7 78 36.97± 0.22 66.31± 0.31 42.09± 0.12 69.33± 0.06
FedRepOpt-VGG-B1 50.2 47 37.27 ± 0.34 66.37 ± 0.09 42.15 ± 0.03 69.35 ± 0.12

training lasts for E = 5 epochs per round and we simulate the FL training for
R = 1000 rounds. During each round, the server randomly selects 10% of the
client to participate in the collaborative model training. All training schemes are
implemented with PyTorch and Flower [3].

5.4 FedRepOpt-based vs Fed-Rep-based models

To verify the effectiveness of FedRepOpt, we first compare the performance of
FedRepOpt-based models against the baseline Fed-Rep-based models. We report
this comparison in terms of parameter size (M), training time per round (TPR),
and Top1% and Top5 % accuracy in the IID and Non-IID settings as shown in
Table 1.

First, FedRepOpt-VGG and FedRepOpt-GhostNet incur similar parameter
counts as plain-style Fed-RepVGG-Inf and Fed-RepGhostNet-Inf, which results
in 10% and 0.38% parameter savings compared to the multi-branch Fed-RepVGG-
Tr and Fed-RepGhost-Tr respectively. A similar conclusion holds when compar-
ing the parameters count of FedRepOpt-VGG and FedRepOpt-GhostNet with
Fed-CSLA-VGG and Fed-CSLA-GhostNet. Regarding training speed, we found
that the FedRepOpt version of VGG and GhostNet models are 36% and 10.5%
faster than the multi-branch Fed-Rep-Tr-based counterparts. Compared to their
CSLA-based counterparts, the FedRepOpt version of VGG and GhostNet shows
an improvement in the training speed of 39% and 5.55%, respectively. In terms of
accuracy, FedRepOpt-based models outperform multi-branch Fed-Rep-Tr-based
models and single-branch Fed-Rep-Inf-based models. It is interesting to observe
that the findings differ from the centralized training discussed in [6], where Rep-
based models (i.e., RepVGG-Tr and RepGhost-Tr) achieve comparable results to
RepOpt-based (i.e., RepOpt-VGG and RepOpt-Ghost)and CSLA models (i.e.,
CSLA-VGG and CSLA-Ghost). We conjecture that the batch normalization
layer in the multi-branch of Rep-based models adversely affects federated learn-
ing, as highlighted in [15, 31]. This is attributed to the mismatch between the
local and global statistical parameters in batch normalization layers, which leads
to gradient deviation between the local and global models.
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(a) (b) (c) (d)

Fig. 2: Learning behavior of CSLA-based models and their reoptimized versions. (a)
Ghost Model IID (b) VGG Model (IID) (c) Ghost Model NIID (d) VGG Model NIID

Second, our proposed methods, FedRepOpt-VGG and FedRepOpt-GhostNet
achieve similar performance as Fed-CSLA-VGG and Fed-CSLA-GhostNet re-
spectively. These results show that the equivalency holds between CSLA-based
models and their RepOpt-based counterparts even in FL.

The fact that FedRepOpt-based models provide similar results as the multi-
branch Fed-CSLA-based models in FL with fewer parameter counts makes them
the natural choice for FL training.

5.5 Learning Behavior of RepOpt and CSLA models

To verify that FedRepOpt-based models follow the same learning behavior as
Fed-CSLA-based models like the centralized training in [6], we plot the global
models’ accuracy for each round as shown in Figure 2. Surprisingly, we found
that the FL learning curve of Fed-CSLA-VGG and Fed-CSLA-GhostNet is sim-
ilar to the learning of FedRepOpt-VGG and FedRepOpt-GhostNet networks
respectively both in IID and Non-IID settings. We conjecture that the reason
for such similar performance of FedRepOpt compared to Fed-CSLA is because
FedRepOpt naturally follows the rules of initialization and iteration as outlined
by [6] for training the centralized versions of FedRepOpt and Fed-CSLA.

5.6 Effects of using Momentum

It has been shown in [17] that SGD momentum can have adverse effects on
FL training. One can observe in Table 2 that the plain-style model with large
parameters like Fed-RepVGG-Inf is indeed highly affected by momentum com-
pared to its multi-branch counterpart, i.e., Fed-RepVGG-Tr. We conjecture that
the increase in momentum causes these large models in FL to quickly overfit
on the local data resulting in a further increase in the client drift during model
aggregation at the server. Interestingly, we found that FedRepOpt-VGG and
FedRepOpt-GhostNet are less affected by momentum both in IID and non-IID
settings. We conjecture the reason for this is due to the regularization effects
provided by Grad Mult in the RepOpt.

5.7 Effects of Data Heterogenity

Data heterogeneity is inherent in FL and it significantly affects the performance
of the final global model. Table 3 shows the performance of VGG-style and
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Table 2: Tiny ImageNet accuracy w/o momentum on IID and Non-IID setting
with/without momentum

Model w/ momentum w/o momentum
Non-IID IID Non-IID IID

Fed-RepGhost-Tr 0.5x 26.72± 0.35 29.10± 0.50 13.45± 0.48 14.24± 0.40
Fed-RepGhost-Inf 0.5x 26.07± 0.40 27.47± 0.33 13.10± 0.20 12.93± 0.40
Fed-CSLA-Ghost 0.5x 28.31 ± 0.33 31.61 ± 0.87 14.93± 0.29 16.71 ± 0.59
FedRepOpt-Ghost 0.5x 28.30± 0.30 30.57± 0.69 15.29 ± 0.85 16.19± 0.47

Fed-RepVGG-B1-Tr 38.76± 0.61 50.41± 0.32 35.30± 0.11 40.69± 0.33
Fed-RepVGG-B1-Inf 15.93± 1.45 15.79± 1.54 33.44± 0.11 37.79± 0.12
Fed-CSLA-VGG-B1 45.34 ± 0.24 51.80 ± 0.10 36.97± 0.22 42.09± 0.12
FedRepOpt-VGG-B1 45.33± 0.31 50.93± 0.70 37.27 ± 0.34 42.15 ± 0.03

Table 3: Accuracy on Tiny ImageNet (Non-IID). Higher values of α denote lower
levels of heterogeneity.

α
Model 0.1 0.3 0.5 0.7 0.9
Fed-RepGhost-Tr 0.5x 13.45± 0.48 14.61± 0.47 14.52± 1.10 14.59± 0.59 15.39± 0.37
Fed-RepGhost-Inf 0.5x 13.10± 0.20 14.27± 0.23 13.63± 0.68 14.88± 0.22 15.04± 0.21
Fed-CSLA-Ghost 0.5x 14.93± 0.29 15.93 ± 0.81 16.37 ± 0.41 16.45 ± 0.65 16.51 ± 0.27
FedRepOpt-GhostNet 0.5x 15.29 ± 0.85 15.49± 0.58 15.64± 0.45 16.38± 0.71 16.44± 0.29

Fed-RepVGG-B1-Tr 35.30± 0.49 39.40± 0.42 39.30± 0.13 40.42± 0.60 40.66± 0.23
Fed-RepVGG-B1-Inf 33.44± 0.11 37.62± 0.56 37.27± 0.26 38.13± 0.36 38.21± 0.31
Fed-CSLA-VGG-B1 36.97± 0.22 40.59± 0.34 41.14 ± 0.19 41.43 ± 0.29 41.15± 0.49
FedRepOpt-VGG-B1 37.27 ± 0.34 40.81 ± 0.15 40.74± 0.33 40.93± 0.24 41.53 ± 0.27

GhostNet-style models with varying levels of data heterogeneity. One can see
from Table 3, that the performance of the Fed-CSLA-based models and the Fe-
dRepOpt models with various levels of heterogeneity are nearly similar. Addition-
ally, compared to the single-stream version (i.e., Fed-RepGhostNet-Inf and Fed-
RepVGG-B1-Inf) of the Fed-Rep-based models, the FedRepOpt versions (i.e.,
FedRepOpt-GhostNet and FedRepOpt-VGG) of the Fed-CSLA models show bet-
ter and more stable performance with increasing levels of data heterogeneity.

5.8 Effects of Local Epochs

The increase in the local epochs during FL training makes the model overfit
on the local data distribution which can further exacerbate the issue of client
drift [21] and reduce the final performance of the global model. One can see
from Table 4 that increasing the local epochs deteriorates the performance of the
large-scale models more severely compared to the small-scale models. We found
that plain-style large models like Fed-RepVGG-Inf are largely affected by the
increase in the local epochs compared to the Fed-RepVGG-Tr and Fed-CSLA-
VGG models. Interestingly, we found that the performance of the FedRepOpt-
based models is similar to Fed-CSLA-based models with increasing local epochs
in FL. This further provides an advantage of FedRepOpt-based models over the
plain-style models in FL settings.
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Table 4: Tiny ImageNet accuracy on Non-IID setting with varying local epochs and
rounds.

Model E=1, R=240 E=5, R=48 E=10, R=24
Fed-RepGhost-Tr 0.5x 13.45± 0.48 12.92± 0.57 12.34± 0.15
Fed-RepGhost-Inf 0.5x 13.10± 0.20 12.68± 0.29 11.76± 0.27
Fed-CSLA-Ghost 0.5x 14.93± 0.29 14.40 ± 0.48 13.53± 0.21
FedRepOpt-GhostNet 0.5x 15.29 ± 0.85 14.15± 0.19 13.69 ± 0.53
Fed-RepVGG-B1-Tr 35.30± 0.11 31.47± 0.51 29.00± 0.13
Fed-RepVGG-B1-Inf 33.44± 0.11 26.82± 0.10 23.53± 0.32
Fed-CSLA-VGG-B1 36.97± 0.22 34.38 ± 0.52 32.53 ± 0.48
FedRepOpt-VGG-B1 37.27 ± 0.34 34.13± 0.43 32.41± 0.24

Table 5: Tiny ImageNet accuracy and training speed on cross-device Non-IID setting.
TPR represents the training time per round.

Model TPR (sec) Top-1 Top-5
Fed-RepGhost-Tr 0.5x 44 18.54± 0.44 43.40± 0.46
Fed-RepGhost-Inf 0.5x 36 18.34± 0.44 43.47± 0.68
Fed-CSLA-Ghost 0.5x 46 21.07± 0.41 47.10 ± 0.47
FedRepOpt-RepGhost 0.5x 37 21.11 ± 0.09 46.71 ± 0.17
Fed-RepVGG-B1-Tr 105 42.15± 0.53 69.20± 0.74
Fed-RepVGG-B1-Inf 84 41.71± 0.07 68.33± 0.20
Fed-CSLA-VGG-B1 101 43.98 ± 0.10 71.01 ± 0.16
FedRepOpt-VGG-B1 94 43.36± 0.73 70.64± 0.45

5.9 FedRepOpt in Cross-Device Setting

Due to partial device participation along with heterogeneous data distribu-
tion, cross-device FL settings are more challenging than cross-silo FL settings.
One can observe from Table 5 that FedRepOpt-GhostNet and FedRepOpt-
VGG achieve an average Top-1 accuracy of 21.11% and 43.36% respectively
which is nearly equivalent to their corresponding Fed-CSLA versions. Addition-
ally, we find that FedRep-GhostNet and FedRep-VGG are 1.18× and 1.11×
faster than Fed-RepGhost-Tr and FedRep-VGG-Tr respectively. Furthermore,
FedRepOpt-GhostNet and FedRepOpt-VGG obtain 2.57% and 1.21% better
performance compared to Fed-RepGhostNet-Inf and Fed-RepVGG-Inf respec-
tively while achieving similar training speed. Interestingly, Figure 3 shows that
the FedRepOpt-based models follow the learning curve of their respective Fed-
CSLA-based models, and the Fed-Rep-Inf models follow the learning curve of
Fed-Rep-Tr models.

5.10 Effects of the Client Participation in Cross-Device Setting

In practice, since only a fraction of the participants can be connected to the
central server at a given time, the participation ratio of the clients is an important
attribute in the cross-device setting. As shown in Table 6, FedRepOpt-RepGhost
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(a) Ghost model (b) VGG model

Fig. 3: Learning behavior of CSLA-based models and their rep-optimized versions on
cross-device Non-IID setting

Table 6: Tiny ImageNet top-1 accuracy on the cross-device Non-IID setting with a
different number of aggregation clients. The search dataset in this case was CIFAR100.

Model 50% 10% 5%
Fed-RepGhost-Tr 0.5x 20.76± 0.60 18.54± 0.44 15.33± 0.81
Fed-RepGhost-Inf 0.5x 21.62± 0.08 18.34± 0.44 14.19± 1.16
Fed-CSLA-Ghost 0.5x 24.29 ± 1.25 21.07± 0.41 18.01± 0.22
FedRepOpt-RepGhost 0.5x 24.16± 0.15 21.11 ± 0.09 18.35 ± 0.15

suffers less degradation in accuracy compared to the conventional Fed-RpGhost-
Inf method (i.e., 5.43% vs 7.43%) when the participation ratio is decreased from
50% to 5%.

5.11 Effects of the Search Dataset

As mentioned in [6], the modified optimizers (called RepOptimizers) for RepOpt-
based architectures require scalar multipliers that are multiplied with the gra-
dients before updating the parameters of the model. These scalars are obtained
by training the CSLA versions of the RepOpt-based models on a small Hyper-
parameter Search (HS) dataset. The authors in [6] state that RepOptimizers are
architecture-specific but agnostic to the type of HS datasets. We went one step
further and evaluated the effects of the HS dataset being IID and Non-IID as
shown in Table 7 and the effect of different search datasets as shown in Table 8.
For the first purpose, we chose the full (50,000 training samples with 100 classes),
three different IID subsets (4900 training samples with 100 classes for each), and
three different Non-IID subsets (5500 samples with 45 classes, 6000 samples with
46 classes and 5000 samples with 59 classes) versions of CIFAR-100 as the HS
dataset. For the second objective, we chose the complete Fashion-MNIST [33],
iNaturalist [29] and CIFAR100 as the HS datasets for comparison.

As shown in Table 7, one can observe that in all cases the FedRepOpt re-
sults in similar performance with the full, IID, and Non-IID versions of the HS
datasets, which further validates the claim of [6] even in FL. Furthermore, as
shown in Table 8, the hyper-parameters searched on Fashion-MNIST and iNatu-
ralist demonstrated comparable accuracy to those searched on CIFAR100. Such
results bear obvious advantages, for instance, in cases where it is hard to obtain
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Table 7: Ablation study on the effects of search dataset. We chose three configurations
of CIFAR-100 as a search dataset, i.e., Full (complete dataset), iid, and non-iid subsets.
The accuracy is reported on Tiny-ImageNet.

Model Param (M) Full set IID subset NIID subset No. of classes/client HS Samples/client Top-1 Acc.
Non-IID IID

FedRepOpt-GhostNet 0.5x 1.284
✓ ✗ ✗ 100 50K 15.29 16.19
✗ ✓ ✗ 100 / 100 / 100 4.9K / 4.9K / 4.9K 14.81 / 15.12 / 15.16 15.74 / 15.37 / 15.51
✗ ✗ ✓ 45 / 46 / 59 5.5K / 6.0K / 5.0K 15.28 / 15.70 / 15.37 16.00 / 15.18 / 15.06

FedRepOpt-VGG 50.2
✓ ✗ ✗ 100 50K 37.27 42.15
✗ ✓ ✗ 100 / 100 / 100 4.9K / 4.9K / 4.9K 37.12 / 37.41 / 36.65 41.67 / 41.73 / 42.11
✗ ✗ ✓ 45 / 46 / 59 5.5K / 6.0K / 5.0K 36.56 / 37.04 / 36.80 41.27 / 41.97 / 40.97

Table 8: Tiny ImageNet accuracy on Non-IID and IID setting with different hyper-
parameter search datasets including CIFAR100, Fashion-MNIST, and iNaturalist.

Model Non-IID IID
CIFAR100 Fashion-MNIST iNaturalist CIFAR100 Fashion-MNIST iNaturalist

FedRepOpt-VGG-B1 37.27± 0.34 35.81± 0.06 37.78± 0.10 42.15± 0.03 41.54± 0.58 43.37± 0.34
FedRepOpt-GhostNet 15.29± 0.85 15.53± 0.91 14.93± 0.35 16.19± 0.47 14.67± 0.69 15.04± 0.53

the HS dataset due to data privacy concerns. Since the HS dataset only serves
to find the model-specific hyperparameters at the initial round of FL, one can
also obtain the model-specific hyperparameters by first asking one of the clients
with large computational resources to train the CSLA-model locally first. The
model-specific hyperparameter obtained from the local client can then be uti-
lized to perform the FL training on the rest of the clients. Instead of conducting
the hyperparameters search on the client side, the central server can utilize the
public datasets on the Internet to obtain the parameters in the initial stage and
distribute them to the local clients during the FL training.

6 Conclusion

In this work, we presented FedRepOpt, a novel federated learning approach that
addresses the computational constraints of client devices in the training process.
By leveraging gradient re-parameterization and RepOptimizers, FedRepOpt en-
ables the deployment of complex multi-branch models on edge devices without
compromising performance. Our experiments with VGG and GhostNet architec-
tures have demonstrated that FedRepOpt achieves a significant boost in perfor-
mance of 16.7% and 11.4% compared to the RepGhost-style and RepVGG-style
networks. We also obtained faster convergence time of 11.7% and 57.4% com-
pared to their complex structure. Moreover, FedRepOpt allows for collaborative
on-device training, ensuring the privacy of user data while harnessing the full po-
tential of distributed learning. The proposed approach opens up new possibilities
for deploying advanced deep-learning models in IoT applications.
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