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Abstract

Interpreting the decision logic behind effective deep convolutional neural networks (CNN) on images complements the success of deep learning models. However, the existing methods can only interpret some specific decision logic on individual or a small number of images. To facilitate human understandability and generalization ability, it is important to develop representative interpretations that interpret common decision logics of a CNN on a large group of similar images, which reveal the common semantics data contributes to many closely related predictions. In this paper, we develop a novel unsupervised approach to produce a highly representative interpretation for a large number of similar images. We formulate the problem of finding representative interpretations as a co-clustering problem, and convert it into a submodular cost submodular cover problem based on a sample of the linear decision boundaries of a CNN. We also present a visualization and similarity ranking method. Our extensive experiments demonstrate the excellent performance of our method.

1. Introduction

Interpretability becomes more and more important for machine learning [40, 48]. As a fundamental deep learning model, the interpretability of convolutional neural networks (CNNs) [26, 34] has been intensively explored [9, 45, 47, 50, 61, 72]. For example, many interpretation methods [12, 48, 50, 56] have been proposed to interpret the specific decision logic of a CNN on a single input image or a small group of images. However, the challenge of interpretation on CNNs for image classification is still far from being settled. An interpretation accommodating only one individual image or a small group of images is highly sensitive to the noise contained in the interpreted image [20], and thus cannot be robustly reused to interpret the predictions on a large group of unseen images [3, 16, 57].

To tackle the challenge, we advocate seeking representative interpretations [7], which interpret the common decision logic of a CNN. A representative interpretation is more convincing, because it can be validly reused to interpret the same decision logic that governs the predictions on a large number of unseen images [7]. Moreover, a representative interpretation also provides a deeper insight into the common semantic of a large number of similar images [21, 32, 70]. Such common semantics are generally believed to be captured by CNNs to achieve excellent prediction performance [18, 72, 73].

However, interpreting the common decision logic of a CNN on a large group of similar images in an unsupervised manner is a novel problem that has not been systematically studied in literature [21]. Can we straightforwardly extend the existing interpretation methods to produce representative interpretations on a CNN? Unfortunately, many existing methods [9, 12, 45, 50, 48] focus on interpreting the specific decision logic of a CNN on a single input image or a small group of images, and thus cannot produce representative interpretations. More critically, it is difficult to produce a representative interpretation without knowing a large group of similar images that are predicted by a common decision logic of a CNN. As discussed in Section 2, some concept-based interpretation methods summarize the common decision-making concepts from a group of conceptually similar images. However, those methods are either limited to sophisticatedly customized CNN models [11, 70], or require a large set of conceptually annotated images [18, 73] that are too expensive to obtain in most real world applications [21].

In this paper, we propose the novel unsupervised task of finding representative interpretations on convolutional neural networks. The goal is to find and visualize the common decision logic of a CNN that governs the predictions on an input image and a large set of similar images. We make a series of technical contributions as follows.
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We model the common decision logic of a CNN on a group of similar images as a decision region formed by a set of pieces of the decision boundaries of the CNN. All images contained in this decision region are predicted as the same class by the same decision logic characterized by the decision boundary pieces. We formulate our task as a co-clustering problem to simultaneously find the largest group of similar images and the corresponding decision region containing them. We further convert the co-clustering problem into an NP-hard submodular cost submodular cover problem, and develop an efficient heuristic method to solve it without requiring any conceptual image annotations or any modifications to CNNs. To produce understandable interpretations for the images contained in a decision region, we visualize the boundaries of the decision region as heat maps to identify important image regions for predictions. We also rank the similar images according to their semantic distances to the input image. Last, we conduct extensive experiments to examine the interpretation quality and reusability of our representative interpretations.

2. Related Works

Our work is related to the four major types of existing interpretation methods for CNNs in image classification.

The gradient-based methods \([9, 45, 50, 52, 66, 67]\) produce interpretations on an input image by computing and visualizing different types of gradients. The early studies \([2, 36, 38, 52, 54, 55, 56, 58, 66, 67]\) straight-forwardly visualize the gradient of the score of a predicted class with respect to an input image. The class activation mapping (CAM) methods \([9, 45, 47, 50, 61, 72]\) use discriminative localization to produce continuous image regions as interpretations. The relevance score methods \([5, 41, 44, 51]\) produce interpretations by back-propagating a set of relevance scores with respect to an input image.

All those methods focus on producing interpretations that are highly correlated to the prediction on a single input image. However, such interpretations are not representative, because they are highly sensitive to the noise contained in the images that are interpreted \([20]\). Thus, such interpretations cannot be effectively reused to interpret the predictions on a large group of unseen images \([3, 16, 57]\).

The model approximation methods \([12, 19, 27, 39, 48, 49, 59, 65]\) produce interpretations on a deep neural network by approximating it locally or globally with an interpretable agent model, such as decision trees \([19]\) and linear classifiers \([12, 48]\).

The local approximation methods, such as Openbox \([12]\), LIME \([48]\) and Anchors \([49]\), produce interpretations by approximating the predictions of a neural network in a local similarity neighbourhood of a target image for interpretation. The interpretations produced by Openbox \([12]\) and LIME \([48]\) are only applicable to a very small neighbourhood, which largely limits their ability to produce representative interpretations \([49]\). Interpretations produced by Anchors \([49]\) are applicable to a large neighbourhood. However, Anchors cannot produce effective interpretations for CNNs on images, because the applicable neighbourhoods for Anchors are not well-defined on images \([40]\).

The global approximation methods \([19, 27, 59, 65]\) attempt to approximate the entire neural network with an interpretable agent model. These methods intend to produce interpretations that apply to multiple similar images. However, the agent models are usually too simple to accurately approximate complex deep neural networks \([12]\). Therefore, most of these methods perform poorly on modern CNNs trained on complicated natural images \([60]\).

The conceptual interpretation methods \([18, 21, 32, 68, 69, 70, 73]\) aim to identify a set of concepts that contribute to the predictions on a pre-defined group of conceptually similar images. Here, a concept is either supervision information or learned from data using another model. TCAV \([32]\), Net2Vec \([18]\) and IBD \([73]\) interpret a neural network’s internal state in terms of human-friendly concepts. These methods require a dataset with high-quality conceptual labels, which is difficult, if possible at all, to obtain in real world applications \([21]\). Some methods \([70]\) use decision trees to learn concepts without using a dataset with conceptual labels. The learned concepts reveal the common decision logic of a group of similar images. However, these methods require sophisticated customization on deep neural networks, and thus suffer from major limitations in applicability to general CNNs.

ACE \([21]\) uses a set of images in the same class to summarize important concepts by clustering similar image segments and removing outlying image segments. A subset of the summarized concepts can be straight-forwardly used to interpret the predictions on an input image. However, as shown in Section 6.3, ACE cannot produce representative interpretations because its interpretations on similar images are quite different due to the high sensitivity of the image segmentation method and the clustering process.

The example-based methods \([8, 24, 30, 33, 63, 64]\) find exemplar images to interpret the decision of a deep neural network on a single input image. The exemplar images are similar to the input image, but they do not provide feature level interpretations to reveal the decision logic on the input image or the exemplar images \([40]\). Therefore, there is no guarantee that the exemplar images are predicted by the same decision logic as the input image.

Instead of finding explanatory example for each single input, the prototype-based methods \([6, 31]\) summarize the entire model using a small number of instances as prototypes. However, the selection of prototypes considers very little about the decision process of the model. Thus they do not provide much insight on the model’s decision logic.

As discussed in Section 1, the existing methods cannot produce representative interpretations for CNNs on image classification, which is the challenge tackled by this paper.

3. Problem Formulation

In this section, we first discuss the idea of representative interpretations for image classification by CNN \([26, 34]\). Then, we formulate the problem of finding representative interpretation on CNNs.
3.1. Representative Interpretations

In this paper, we consider image classification using CNNs that adopt piecewise linear activation functions, such as MaxOut [23] and the family of ReLU [22, 25, 43], for hidden neurons. Denote by $\mathcal{X}$ the space of input images. Define $F : \mathcal{X} \rightarrow \mathbb{R}^C$ be a trained CNN to be interpreted and $C$ the number of classes of images. We assume a set of unlabeled reference images $R \subseteq \mathcal{X}$ that are used to generate representative interpretations.

For an input image $x \in \mathcal{X}$, $F$ produces a vector of prediction scores $P(x) = [F_1(x), F_2(x), \ldots, F_C(x)]$, where $F_i(x)$ is the predicted score of the $i$-th class before the normalization of the last softmax layer. The predicted class of $x$ is $\text{Class}(x) = \text{argmax}_i F_i(x)$.

Roughly speaking, an interpretation of a classification model is a description of the logics used by the model to produce the classification. While different approaches may employ different representations for interpretations, in image classification, for example, a common way to represent an interpretation for an image is a heat map that identifies the important regions leading to the prediction [9, 45, 47, 50, 61, 72]. Since interpretation is often related to generalization, an important idea to make interpretation more understandable is to seek for representative interpretations that are applicable to not only a specific image but also many similar images [7].

**Definition 1.** For an input image $x \in \mathcal{X}$ predicted as $\text{Class}(x)$ by $F$, a **representative interpretation** on $x$ is an interpretation that reveals the common decision logic of $F$ on $x$ as well as a large set of reference images in $R$.

In order to construct representative interpretations, let us first consider how to model the decision logic of $F$.

For an input image $x \in \mathcal{X}$, denote by $\psi(x)$ the feature map produced by the last convolutional layer of $F$ and by $\Omega = \{\psi(x) \mid x \in \mathcal{X}\}$ the space of feature maps. Following the existing studies [9, 47, 50, 61, 70], we model the decision logic of $F$ on $x$ by analyzing how the fully connected layers of $F$, denoted by $G : \Omega \rightarrow \mathbb{R}^C$, use the feature map $\psi(x)$ to make the prediction on $x$. For any input image $x$, we have $G(\psi(x)) = F(x)$.

Since $F$ adopts a piecewise linear activation function in all the hidden neurons, the decision logic of $G$ can be characterized by a piecewise linear decision boundary that consists of connected pieces of decision hyperplanes [42, 46]. We call these hyperplanes **linear boundaries**, and denote by $P$ the set of the linear boundaries of $G$.

The linear boundaries in $P$ partition the space of feature maps $\Omega$ into a large number of convex polytopes [42, 46], where each convex polytope defines a decision region that predicts all the images contained in the region to be the same class. The linear decision boundaries of the convex polytopes encode the decision logic of the fully connected layers of $F$ [12].

Inspired by the above insights, we model the decision logic of $F$ on an input image $x \in \mathcal{X}$ by a convex polytope in $\Omega$ that contains $\psi(x)$. This convex polytope must be induced by a subset of the linear boundaries of $G$, denoted by $P(x) \subseteq P$. The convex polytope defines a decision region such that the reference images contained in the region are also predicted as $\text{Class}(x)$.

To keep our presentation concise, we overload symbol $P(x)$ to denote the decision region, that is, the convex polytope it defines.

When the context is clear, we say a feature map $\psi(x')$ of an image $x' \in \mathcal{X}$ is contained in $P(x)$ if $\psi(x')$ is contained in the convex polytope defined by $P(x)$. We also say $x'$ is covered by $P(x)$ if $\psi(x')$ is contained in $P(x)$.

Since all the reference images covered by $P(x)$ are predicted as the same class as $x$ by the same set of decision boundaries, the contained images are sharing the same decision logic as $x$. Therefore, $P(x)$ is a representative interpretation on $x$ because it reveals the common decision logic of $G$ when making predictions on $x$ as well as all the reference images covered by $P(x)$.

One issue is that the linear boundaries in $P(x)$ are in the space $\Omega$ of feature maps, and thus are not easy to comprehend by human being. To tackle this issue, in Section 5.1, we will develop a method to visualize $P(x)$ as meaningful heat maps that identify important regions of the covered images.

According to Carvalho et al. [7], the representativeness of an interpretation is the number of images that the interpretation is applicable to. Since the decision logic modeled by $P(x)$ applies to all the images it covers, we define the **representativeness** of $P(x)$ as the number of reference images covered by $P(x)$.

3.2. Finding Representative Interpretations

Given a trained CNN $F$ and a set of reference images $R \subseteq \mathcal{X}$, for an input image $x \in \mathcal{X}$ whose prediction by $F$ is to be interpreted, the task of **finding representative interpretation** is to find $P(x) \subseteq P$ with the largest representativeness, and visualize $P(x)$ as human comprehensible heat maps to identify image regions that are important for the prediction. Here, we focus on formulating a co-clustering problem that finds $P(x)$ with the largest representativeness, and leave visualization of $P(x)$ to Section 5.1.

Denote by $P(x) \cap R$ the set of reference images covered by $P(x)$, $|P(x) \cap R|$, the number of reference images covered by $P(x)$, is exactly the representativeness of $P(x)$.

Denote by $D(x) = \{x' \in R \mid \text{Class}(x') \neq \text{Class}(x)\}$ the set of reference images that are predicted by $F$ to a class different from $\text{Class}(x)$. Let $P(x) \cap D(x)$ be the set of images in $D(x)$ covered by $P(x)$. The task of finding representative interpretations can be formulated as the following co-clustering problem [15].

$$\max_{P(x) \subseteq P} |P(x) \cap R| \tag{1a}$$
$$\text{s.t. } |P(x) \cap D(x)| = 0 \tag{1b}$$

Here, the objective in Equation (1a) is to maximize the representativeness of $P(x)$, and the constraint in Equation (1b) requires $P(x)$ to be a decision region that covers no reference image in $R$ that is predicted to a class different from $\text{Class}(x)$.

The optimization problem in Equation (1) is a co-clustering problem because it simultaneously finds two
clusters to optimize the representativeness of \( P(x) \). One cluster is the set of similar images in \( P(x) \cap R \) that are predicted by the common decision logic characterized by \( P(x) \). The other cluster is the set of linear boundaries in \( P(x) \) that characterizes the decision logic of \( G \) on all the images in \( P(x) \cap R \). By solving the co-clustering problem, we can simultaneously find a maximal set of similar images including the input image and many reference images, as well as a representative interpretation \( P(x) \) that characterizes the common decision logic on these similar images.

**Example 1.** In Figure 1(a), the blue line segments are the piecewise linear decision boundaries of \( G \) in the space of \( \Omega \). This decision boundary characterizes the decision logic of \( G \) in separating the feature maps of images of dogs and those of cats. We assume \( \Omega \) is a two dimensional space for simplicity.

Given the input image \( x \) of a dog in the green box in the figure, the objective of our co-clustering problem is to find a set of linear boundaries \( P(x) \), such that the convex polytope induced by \( P(x) \) covers the input image \( x \), and as many reference images of dogs as possible, but does not cover any reference image of cat. Following this objective, we can see that, in Figure 1(a), the optimal \( P(x) \) consists of the three linear boundaries in red dashed lines, which induce a triangular convex polytope that covers the largest set of images of dogs without covering any image of cat.

The linear boundaries in \( P(x) \) characterize the common decision logic of \( G \) on all the images of dogs covered by \( P(x) \). Since \( P(x) \) covers a large number of images of dogs, the decision logic characterized by \( P(x) \) is highly representative, and can be generally applied to interpret the predictions on all the images of dogs covered.

Comparing to the existing methods that only interpret the prediction of the input image, our method shows similar reference images with conceptually similar heat maps to the input image. This makes interpretations even more effective and convincing.

**4. Finding Practical Solutions**

The optimization problem in Equation (1) cannot be exactly solved for large CNNs in practice, because the set of linear boundaries \( \mathcal{P} \) of a complex CNN is too large to obtain, and we have to search the power set of \( \mathcal{P} \) to find the optimal solution to the combinatorial problem in Equation (1).

To tackle the challenge, we first obtain a sample \( \mathcal{Q} \) of \( \mathcal{P} \), and use \( \mathcal{Q} \) to convert the co-clustering problem in Equation (1) into a submodular cost submodular cover (SCSC) problem. Then, we propose a greedy algorithm to find a good solution to the SCSC problem.

**4.1. Converting into an SCSC Problem**

In this section, we first introduce how to sample a subset of linear boundaries \( \mathcal{Q} \) from \( \mathcal{P} \). Then, we discuss how to use \( \mathcal{Q} \) to convert the co-clustering problem in Equation (1) into an SCSC problem.

Denote by \( t \in \Omega \) a feature map, and by \( (W, t) + b = 0 \) a hyperplane in \( \Omega \) defined by the coefficients \( W \) and \( b \). Here, \( (W, t) \) is the inner product between the tensors \( W \) and \( t \).

We can easily derive from [12] that, for any image \( x \in \mathcal{X} \), the hyperplane induced by the following coefficients

\[
\begin{align*}
W &= \frac{\partial \Delta G(t)}{\partial t} \bigg|_{t=\psi(x)} \\
 b &= \Delta G(t) - (W, t) \bigg|_{t=\psi(x)}
\end{align*}
\]

is exactly a linear boundary \( h \in \mathcal{P} \). Here, \( \Delta G(t) := \max_1 G(t) - \max_2 G(t) \), is the difference of the largest two prediction scores; \( \max_i G(t) \) is the \( i \)-th largest value in the vector \( G(t) \).

To sample a subset of linear boundaries \( \mathcal{Q} \) from \( \mathcal{P} \), we sample a subset of reference images from \( R \), and apply Equation (2) on each of the sampled reference images to compute a linear boundary in \( \mathcal{P} \).

By substituting the set of linear boundaries \( \mathcal{P} \) in Equation (1a) with the sampled set of linear boundaries \( \mathcal{Q} \), we convert the optimization problem in Equation (1) into

\[
\begin{align*}
\max_{P(x) \subseteq \mathcal{Q}} & |P(x) \cap R| \\
\text{s.t.} & |P(x) \cap D(x)| \leq \delta,
\end{align*}
\]

where \( \delta \geq 0 \) is a relaxation parameter to ensure the above problem is feasible. We discuss the effect of \( \delta \) and how to compute \( \delta \) as follows.

Recall that the linear boundaries in \( \mathcal{P} \) partition \( \Omega \) into a set of convex polytopes, and the images covered by the same convex polytope are predicted by \( F \) as the same class [12, 42]. Since \( \mathcal{Q} \subseteq \mathcal{P} \), the linear boundaries in \( \mathcal{Q} \) also partition \( \Omega \) into a set of convex polytopes. However, due to the missing linear boundaries in \( \mathcal{P} \setminus \mathcal{Q} \), some images covered by different neighbouring convex polytopes induced by \( \mathcal{P} \) may be covered by the same convex polytope induced by \( \mathcal{Q} \). Therefore, for some convex polytopes induced by \( \mathcal{Q} \), the images covered in the same convex polytope may not be predicted by \( F \) as the same class. In consequence, \(|P(x) \cap D(x)|\) may be larger than zero. Thus we use \( \delta \) to keep the constraint in Equation (3b) valid, such that the problem in Equation (3) is feasible.

Given an image \( x \in \mathcal{X} \) to interpret, the minimum value of \(|P(x) \cap D(x)|\), denoted by \( \tau(x) \), is the number of images in \( D(x) \) whose feature maps lie on the same side as
ψ(x) with respect to every linear boundary h ∈ Q. We can easily compute τ(x) by enumeration.

Obviously, P(x) = Q is a feasible solution to the problem in Equation (3) when δ ≥ τ(x). We simply set δ = τ(x), which yields spectacular interpretation performance in our experiments.

We prove that the problem in Equation 3 is a submodular cost submodular cover (SCSC) problem [28].

**Theorem 1.** For a given input image x ∈ X, the problem defined in Equation (3) is a submodular cost submodular cover (SCSC) problem.

**Proof.** See Appendix A in [35].

### 4.2. Solving the SCSC Problem

An SCSC problem is NP-hard [13], thus we solve our problem in Equation (3) by the simple greedy algorithm [62] summarized in Algorithm 1.

In each iteration of Algorithm 1, a boundary h ∈ Q \ P(x) is selected to minimize

\[
\frac{|P(x) \cap R| - |(P(x) \cup \{h\}) \cap R|}{|P(x) \cap D(x)| - |(P(x) \cup \{h\}) \cap D(x)|}.
\]

(4)

The numerator of Equation (4) is the number of reference images that are originally covered by P(x) but are removed from P(x) after we add h into P(x). Since our goal in Equation (3a) is to maximize the number of reference images covered by P(x), we need to select an h that removes as few images in R from P(x) as possible.

Similarly, the denominator is the number of images in D(x) that are originally covered by P(x), but are removed from P(x) after we add h into P(x). To quickly find a solution P(x) that satisfies the constraint in Equation (3b), we need to select an h that removes as many images in D(x) from P(x) as possible.

Following the above intuition, the greedy algorithm [62] in Algorithm 1 adopts Equation (4) to find an h ∈ Q that minimizes the numerator and maximizes the denominator. In step 3 of Algorithm 1, when there are multiple linear boundaries that induce a numerator equal to zero, we pick the linear boundary h with the largest denominator to add into P(x). The denominator is positive before Algorithm 1 converges, because we can always find a linear boundary to remove some images from P(x) ∩ D(x) until |P(x) ∩ D(x)| ≤ δ.

The iteration continues until the constraint in Equation (3b) is satisfied. Algorithm 1 converges in at most |Q| iterations.

### 5. Visualization and Similarity Ranking

In this section, we first introduce how to visualize P(x) as heat maps on the images covered by P(x). Then, we discuss how to rank the images covered by P(x) according to their semantic distances to the input image x ∈ X.

#### 5.1. Visualizing P(x) on Covered Images

Since the heat maps for all the images covered by P(x) can be produced in the same way, we take the input image x as an example to introduce how to visualize P(x).

To interpret why F predicts the input image x ∈ X as Class(x), we visualize P(x) as a heat map that identifies the important regions in x for the prediction. Since F predicts every image covered by P(x) as Class(x), we interpret the decision logic of F on x by showing why x is covered by P(x). This is equivalent to showing why ψ(x) is contained in P(x). The key idea is to visualize P(x) as a heat map to identify the important regions in x that make ψ(x) contained in P(x).

Recall that every linear boundary in P(x) contributes to why ψ(x) is contained in P(x). We first visualize every linear boundary in P(x) as a heat map on x. Then we produce the heat map of P(x) by taking an average of the heat maps of all the linear boundaries.

Denote by ⟨W, t⟩ + b = 0, t ∈ Ω, the hyperplane of a linear boundary h in P(x). We visualize h as a heat map on x in a similar way as Grad-CAM [50]. First, if ⟨W, ψ(x)⟩ + b < 0, then we set W = −W and b = −b to make sure ⟨W, ψ(x)⟩ + b > 0. Second, we compute the channel weight αk of the k-th channel of ψ(x) by

\[
α_k = \frac{1}{Z} \sum_i \sum_j W_{ij}^k;
\]

(5)

where W_{ij}^k is the entry on the i-th row, the j-th column and the k-th channel in the tensor W, and Z is the total number of entries W_{ij}^k for every channel k. Third, we compute a raw heat map by raw = ReLU (∑k αkψk(x)), where ψk(x) is the k-th channel of the feature map ψ(x). Last, we rescale and normalize the raw heat map to produce a heat map on x in the same way as Grad-CAM. This heat map identifies the important regions in x that show why h predicts ψ(x) to be contained in P(x).

Since P(x) contains many linear boundaries, and every linear boundary contributes to why ψ(x) is contained in P(x), we compute the heat map for P(x) as the average of the heat maps of all the linear boundaries. Since the images covered by P(x) are sharing exactly the same set of linear boundaries in P(x), the channel weights computed from the W of each linear boundary in P(x) are exactly the same for all the images covered by P(x). Therefore, we reuse the set of channel weights computed from the input.
image \(x\) to produce heat maps for the other images covered by \(P(x)\) in the same way as \(x\).

As demonstrated later in Section 6.4, due to the high representativeness of \(P(x)\), the heat maps produced by our method generalize well to unseen images, and they usually highlight conceptually similar parts of different images covered by the same \(P(x)\).

5.2. Ranking Similar Images

Now, let us rank the images covered by \(P(x)\) according to their semantic distances to the input image \(x \in \mathcal{X}\).

Recall that the linear boundaries in \(P(x)\) identify the common decision logic of \(F\) on all the images covered by \(P(x)\). The common semantic of the covered images is captured by the normal vectors of the hyperplanes of these linear boundaries. Following this insight, we compute the semantic distance between the input image \(x\) and another image \(x'\) covered by \(P(x)\) by first projecting their feature maps \(\psi(x)\) and \(\psi(x')\) onto the normal vectors, and then computing the L1-distance between the projected coordinates.

Denote by \(\vec{W}_h\) the normal vector of the hyperplane of a linear boundary \(h \in P(x)\). We compute the semantic distance between \(x\) and \(x'\) by

\[
\text{Dist}(x, x') = \sum_{h \in P(x)} \left| \langle \vec{W}_h, \psi(x) \rangle - \langle \vec{W}_h, \psi(x') \rangle \right|,
\]

where \(\langle \vec{W}_h, \psi(x) \rangle\) and \(\langle \vec{W}_h, \psi(x') \rangle\) are the projected coordinates of \(x\) and \(x'\), respectively. We rank the images covered by \(P(x)\) according to their semantic distance to \(x\) in ascending order, such that a more similar image with a smaller semantic distance is ranked higher in the list.

As demonstrated in our case studies in Section 6.3, showing similar images to the input image with conceptually similar heat maps makes our interpretations more convincing than showing the heat map for the input image alone.

6. Experiments

In this section, we present a systematic experimental study. Limited by space, only selected results are reported in this section. Please refer to the Appendix in [35] for more experimental results.

6.1. Baseline Methods

We conduct extensive experiments to evaluate the performance of our representative interpretation (RI) method, and compare with the state-of-the-art baselines including Automatic Concept-based Explanation (ACE) [21] and three CAM-based methods, Grad-CAM [50], Grad-CAM++ [9] and Score-CAM [61]. We use the publicly available source code of the baseline methods. The python notebook of RI can be found in [1]. All baseline methods are compared using their optimal parameters. For RI, the number of sampled linear boundaries in \(Q\) does not have much influence on the interpretation performance, thus we simply use \(|Q| = 50\) for all the experiments.

We focus on evaluating the representativeness of interpretations, that is, how well an interpretation for an input image can be reused to interpret the predictions on new images that are similar to the input image [7]. Since the baseline methods cannot directly reuse their interpretations on new images, we propose the following extensions to reuse their interpretations.

The CAM-based methods use the channel weights computed from an input image \(x \in \mathcal{X}\) to generate the interpretation (i.e., heat map) for \(x\). To reuse the interpretation generated by the CAM-based methods to interpret the prediction on a new image \(x_{new} \in \mathcal{X}\), we reuse the channel weights computed from the input image \(x\), and follow the same heat map producing steps of the CAM-based methods to generate the interpretation for \(x_{new}\). Recall that our method also reuses the set of channel weights computed from the input image \(x\) to generate interpretations for new images covered by \(P(x)\). It is fair to compare our method with the above extensions of the CAM-based methods.

ACE [21] uses a set of input images in the same class to summarize important concepts. It clusters similar image segments and removes outlying image segments. Every cluster of the similar image segments represents a concept. To reuse these summarized concepts to interpret the prediction on a new image \(x_{new} \in \mathcal{X}\), we use exactly the same pipeline as ACE to segment \(x_{new}\) and remove outlying image segments. The remaining image segments are assigned to their nearest concepts, and are used to produce the interpretation on \(x_{new}\) in the same way as ACE.

Another issue is that the baseline methods cannot identify the group of similar images that an interpretation can validly apply to. To tackle this issue, following [21, 71], we use Euclidean distance in the space of \(\Omega\) to find the set of similar images whose feature maps are the closest to the feature map of the input image.

6.2. Datasets and Evaluation Metrics

We use the following four public datasets to evaluate the performance of all the compared methods.

The ASIRRA dataset [17] contains two classes of images including ‘dog’ and ‘cat’. The original dataset contains over 3 million images and a subset of them was made publicly available through Kaggle. The training data and the testing data contain 25,000 and 12,500 images, respectively.

The Gender Classification (GC) dataset [10] contains two classes of images including ‘male’ and ‘female’. The training data and the testing data contain 47,009 and 11,649 images, respectively.

The Retinal OCT Images (RO) dataset [29] contains four classes of images, including one class of normal retina as ‘NORMAL’, and three classes of retinal disease, ‘CNV’, ‘DME’ and ‘DRUSEN’. The training data and the testing data contain 108,309 and 1,000 images, respectively.

The FOOD dataset [4] consists of two classes of images, ‘food’ and ‘non-food’. The training data and the testing data contain 3,000 and 1,000 images, respectively.

For the large datasets ASIRRA, GC and RO, we randomly sample 2,500 images from each class of the training data as the set of reference images \(R\) to generate representa-
tive interpretations. For the small dataset FOOD, we use all the training images as the set of reference images. We call a set of reference images a reference dataset. The ground truth labels of all reference images are not used to generate interpretations.

To evaluate how well an interpretation can be reused to interpret the predictions on unseen images, we randomly sample 1,000 images from the testing data of each dataset to produce an unseen dataset.

For each dataset, we train a VGG-19 model [53] as the target model to interpret. Every model is trained using the model parameters pre-trained on ImageNet [14] as initialization.

Next, we introduce how to quantitatively evaluate the representativeness of an interpretation. Denote by \( S \subseteq X \) the set of unseen evaluation images. For each interpretation method, we first generate some interpretations using the reference dataset, and then reuse these interpretations to identify the important regions in each image in \( S \). Then, we adopt the evaluation metrics in [9, 47] to evaluate the representativeness of these interpretations. More specifically, we define

\[
\text{Average Drop (AD)} = \frac{1}{|S|} \sum_{e \in S} \max \left( 0, Y_c(e) - Y_c(e') \right)
\]

and

\[
\text{Average Increase (AI)} = \frac{1}{|S|} \sum_{e \in S} \mathbb{I}_{Y_c(e) < Y_c(e')},
\]

where \( Y_c(e) \) is the prediction score for class \( c \) on an image \( e \in S \), and \( e' \) is a masked image produced by keeping 20% of the most important pixels in \( e \) according to the interpretation on \( e \). The rest 80% pixels in \( e' \) are masked in black.

Since ACE uses image segments instead of heat maps as interpretations, it is hard to keep exactly 20% pixels in a masked image. Thus, we iteratively select the most important segments until more than 20% pixels are kept.

A small AD and a large AI mean that the interpretation on the input image can be validly reused to accurately identify important regions on the images in \( S \). This further indicates a good representativeness performance of the interpretation.

6.3. A Case Study

In Figure 2, the first row shows an input image and the top-4 similar reference images in \( R \) found by RI. The third row shows the same input image and the top-4 similar reference images found by the baseline methods using Euclidean distance. All images are predicted as ‘female’ with high prediction scores. The top-4 similar images found by RI are all adult females, which are conceptually very similar to the input image. Among the similar images found by the baselines, the fourth image highlighted by the red dashed box is a baby, which is very different from the input image.

RI achieves a superior performance in finding similar images because the proposed co-clustering problem simultaneously finds the interpretation for the input image, as well as a set of images sharing the same interpretation. Since all the images share the same interpretation, they are usually very similar in concepts. The baseline methods are not designed to find similar images sharing the same interpretations. A straightforward extension is to find the nearest neighbors using Euclidean distance in \( \Omega \). The other rows are the interpretations of different methods. The numbers under the images in the first and the third rows are the prediction scores of the ‘female’ class. The numbers under the interpretations are the prediction scores of the ‘female’ class on the masked images that are produced by keeping 20% most important pixels. A higher prediction score means a better interpretation.
eyebrows of the females in the input image and the similar reference images. These parts are significant features that distinguish a female from males in the GC dataset. Finding similar reference images with the same interpretation as the input image makes the interpretations produced by RI highly understandable and effective in practice.

The baseline methods cannot achieve representative interpretations. Consider the images highlighted by the red boxes in Figure 2. The interpretations produced by the baseline methods cannot consistently identify the same conceptual parts for the input image and the similar reference images. Especially, the interpretations produced by ACE are the most inconsistent due to the high sensitivity and randomness of image segmentation and clustering. Such inconsistency makes the interpretations ineffective.

Figure 2 also shows the prediction score of ‘female’ for every masked image produced by keeping 20% of the most important pixels identified by an interpretation. A higher prediction score means a better interpretation quality. Score-CAM achieves the best prediction score on the input image because it is designed to maximize the prediction score of the masked input image. However, as shown in the second last row of Figure 2, the interpretation produced by Score-CAM cannot be effectively reused to achieve a high prediction score on the similar reference images.

RI achieves the second best prediction score on the input image and the best scores on all the similar reference images. This clearly indicates that the representative interpretation produced by RI is much more effective to be reused on similar images than the baselines.

### 6.4. Representativeness on Unseen Images

We quantitatively evaluate how well interpretations generated on a reference dataset can be reused to interpret predictions on unseen images. For each method, we first generate a set of interpretations \( V \) on the reference dataset. Then, we use metrics AD and AI to evaluate the representativeness of \( V \) on the unseen dataset.

To generate \( V \) for each of RI, Grad-CAM, Grad-CAM++, and Score-CAM, we first apply \( k \)-means [37] on the reference dataset to find \( |V| \) clusters in the space \( \Omega \). Then, we find the reference images that are the closest to each of the cluster centers, and use them as the input images to produce the interpretations in \( V \). Since ACE requires a set of reference images as the input to produce one interpretation, we first find the \( |V| \) sets of reference images that form the \( |V| \) clusters produced by the \( k \)-means algorithm, and then use each set of reference images as an input to ACE to produce an interpretation in \( V \).

The number of interpretations in \( V \) is set to \( |V| = 10 \times \) Number of classes for all methods, that is, \( |V| = 40 \) for RO, and \( |V| = 20 \) for the other datasets.

To evaluate the representativeness of the group of interpretations \( V \) produced by RI, for each image \( e \in S \), we first find the polytope in \( v \in V \) that covers \( e \), and then we use \( v \) to interpret \( e \). If an unseen image is not covered by the convex polytope of any interpretation in \( V \), we find its nearest cluster center in the space \( \Omega \), and use the polytope it generates to interpret \( e \).

<table>
<thead>
<tr>
<th>Datasets</th>
<th>Methods</th>
<th>mAD (%)</th>
<th>mAI (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>ASIRRA</td>
<td>RI</td>
<td>2.00 ± 0.06</td>
<td>30.72 ± 0.85</td>
</tr>
<tr>
<td></td>
<td>Grad-CAM</td>
<td>2.50 ± 0.09</td>
<td>32.90 ± 0.39</td>
</tr>
<tr>
<td></td>
<td>Grad-CAM++</td>
<td>3.07 ± 0.02</td>
<td>29.12 ± 0.42</td>
</tr>
<tr>
<td></td>
<td>Score-CAM</td>
<td>3.72 ± 0.09</td>
<td>28.10 ± 0.28</td>
</tr>
<tr>
<td></td>
<td>ACE</td>
<td>36.27 ± 0.78</td>
<td>1.36 ± 0.2</td>
</tr>
<tr>
<td>GC</td>
<td>RI</td>
<td>12.70 ± 0.32</td>
<td>6.12 ± 0.19</td>
</tr>
<tr>
<td></td>
<td>Grad-CAM</td>
<td>23.01 ± 0.50</td>
<td>4.40 ± 0.33</td>
</tr>
<tr>
<td></td>
<td>Grad-CAM++</td>
<td>29.53 ± 0.36</td>
<td>3.46 ± 0.40</td>
</tr>
<tr>
<td></td>
<td>Score-CAM</td>
<td>23.88 ± 0.37</td>
<td>3.30 ± 0.38</td>
</tr>
<tr>
<td></td>
<td>ACE</td>
<td>46.37 ± 0.93</td>
<td>2.26 ± 0.12</td>
</tr>
<tr>
<td>RO</td>
<td>RI</td>
<td>12.57 ± 0.17</td>
<td>27.54 ± 0.50</td>
</tr>
<tr>
<td></td>
<td>Grad-CAM</td>
<td>35.34 ± 0.78</td>
<td>22.02 ± 0.33</td>
</tr>
<tr>
<td></td>
<td>Grad-CAM++</td>
<td>21.04 ± 0.33</td>
<td>23.24 ± 0.59</td>
</tr>
<tr>
<td></td>
<td>Score-CAM</td>
<td>14.12 ± 1.39</td>
<td>25.60 ± 0.34</td>
</tr>
<tr>
<td></td>
<td>ACE</td>
<td>65.36 ± 0.91</td>
<td>4.44 ± 0.39</td>
</tr>
<tr>
<td>FOOD</td>
<td>RI</td>
<td>8.08 ± 0.33</td>
<td>26.66 ± 0.48</td>
</tr>
<tr>
<td></td>
<td>Grad-CAM</td>
<td>9.22 ± 0.64</td>
<td>23.34 ± 1.12</td>
</tr>
<tr>
<td></td>
<td>Grad-CAM++</td>
<td>9.04 ± 0.27</td>
<td>22.14 ± 1.34</td>
</tr>
<tr>
<td></td>
<td>Score-CAM</td>
<td>10.44 ± 1.84</td>
<td>19.56 ± 0.89</td>
</tr>
<tr>
<td></td>
<td>ACE</td>
<td>39.88 ± 2.13</td>
<td>24.80 ± 0.76</td>
</tr>
</tbody>
</table>

Table 1. The mean Average Drop (mAD) and the mean Average Increase (mAI) of all the methods.

Since the baseline methods cannot find the set of unseen images that an interpretation can apply to, we assign each unseen image in the unseen dataset to its nearest cluster center in the space \( \Omega \).

Table 1 shows the Average Drop (AD) and Average Increase (AI) of all the methods. We run 5 independent experiments for each method, and report the mean and standard deviation of mAD and mAI.

RI achieves the best mAD performance on all the datasets and the best mAI performance on most of the datasets. This clearly demonstrates the superior performance of RI in finding representative interpretations that reveals the common decision logic on the predictions of a large number of similar unseen images.

### 7. Conclusion

In this paper, we develop a novel unsupervised method to produce representative interpretation for many similar images. We formulate a co-clustering problem to simultaneously find the largest group of similar images and the common decision logic of a CNN. To make our interpretations more understandable, we visualize the common decision logic as a heat map to highlight important image regions, and also rank the similar images according to their semantic distances to the input image. Our extensive experiments demonstrate the superior representativeness and quality of the interpretations produced by our method.
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