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Abstract

In this paper, we study domain generalization, where the

goal is to develop models that can effectively generalize from

multiple source domains to unseen target domains. Differ-

ent from traditional approaches that aim to create a single,

style-invariant model, we propose a new “Customized Do-

main Adapters” method, named CDA. This method lever-

ages parameter-efficient adapters to construct a model with

domain-specific components, each component focusing on

learning from its respective domain. We focus on integrating

the unique strengths of different adapter architectures, such

as ViT and CNN, to create a model adept at handling the

distinct statistical properties of each domain. Our experi-

mental results on standard domain generalization datasets

demonstrate the superiority of our method over traditional

approaches, showcasing its enhanced adaptability and ro-

bustness in domain generalization tasks. Code is released at

https://github.com/code456-star/CDA.

1. Introduction

Domain generalization is one of the most challenging
settings in studying machine learning robustness [38]. This
concept studies the ability of algorithms to generalize from
multiple source domains to unseen target domains. A core
hypothesis behind the setting of domain generalization is
that: if the model can perform well on the collection of
training domains, it is expected to learn the “semantic” infor-
mation (i.e., the information that can be generalized across
domains) but to ignore the “style” information (i.e., the infor-
mation that is specific to a particular training domain) from
the training data, and thus the model will generalize well to
the testing domain.

Given this interesting setting and the promises of domain
generalization in studying machine learning robustness, the
community has developed a torrent of methods. As sum-
marized in previous works [34]: one branch of the methods
builds explicit regularization that pushes a model to learn
representations that are invariant to the “style” across these
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Figure 1. (a) Existing methods share the same avenue where their
goal is to learn one model that is invariant to the “style” information
from different domains. (b) The alternative way is to learn multiple
models, and each model is only specialized in its own domain. (c)
We create a Domain Adapter Customization with different com-
ponents, and each of these components is specially designed to
learn the knowledge of one domain, and then merge the learned
information together for prediction.

domains [1, 5, 9, 12, 16, 26, 30, 31, 36, 37, 41, 44, 47, 56,
57, 60, 62, 65, 68, 70]; another branch is to perform data
augmentation that can introduce more diverse data to enrich
the data of certain “semantic” information with the “style”
from other domains [13, 20, 49, 58, 64, 69], and also aims
to train a model that is invariant to these “styles”. More
recently, there has been a line of approaches that aims to
leverage the rich knowledge from large pre-trained vision
language models to improve generalization performance
[7, 8, 23, 32, 66]. For example, [8] synthesizes diverse styles
via learnable text representations of CLIP to simulate dis-
tribution shifts. [23] distills the knowledge from the CLIP
model into small models while pushing the models to ig-
nore the “style” information in each domain through text
representations.

However, we notice that most of the existing methods
take a shared avenue in which the aim is to learn one model
that is invariant to the “style” information from each domain.
In this paper, we take another avenue that values the specifi-
cation of each domain: whether we can create a model with
different components, and each of these components is spe-
cially designed to learn the information of one domain, and
then merge the learned information together for prediction.
We believe our approach is intuitively advantageous because
it recognizes the differences between domains, building upon
an assumption that distinct domains exhibit unique statistical
properties that might not be fully captured by a single model.

This ICCV paper is the Open Access version, provided by the Computer Vision Foundation.
Except for this watermark, it is identical to the accepted version;
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In particular, in this paper, we leverage the power of
parameter-efficient adapters to construct a customized model
with different components. Each of the components special-
izes in learning from one domain, with different architecture
designs, and these adapters are integrated to make a predic-
tion. This method comprises two core steps: the construction
of adapter models for each domain and the effective integra-
tion of their predictions.

For the first step, building upon the distinct advantages
of ViT and CNN in learning shape or texture from image
data [40, 42], we tailor architectural choices of adapters auto-
matically by following either tried-and-tested design choices
or LLM guidance. For the second step, a domain router is
trained to dynamically assign the most suitable adapters for
prediction based on the images’ domain characteristics. We
evaluate on standard domain generalization datasets – the
results favor our method.

Unlike standard MoEs [46], whose main goal is to in-
crease model capacity without a proportional increase in in-
ference, our design focuses on learning customized adapters
that capture different domain-specific properties (e.g., pho-
tos vs. sketches). Our approach also differs from a recent
method [27] that applies MoEs to domain generalization. In
[27], each expert is indirectly expected to learn a similar
visual attribute like parts of an animal, whereas our method
explicitly enforces each adapter to learn domain-specific
properties. We find that this leads to stronger generalization
capabilities to unseen domains.

Contributions. In summary, our main contributions are:
• We propose a new “Domain Adapter Customization”

lightweight framework that synergistically combines the
inductive biases of different domain adapters. This allows
the model to adeptly handle varied distribution shifts, lever-
aging the strengths of both CNN and ViT architectures.

• We introduce a simple and effective approach for choos-
ing different architectures as different domain adapters.
By harnessing the intrinsic biases of domains, the model
achieves enhanced domain generalization performances.

• We conduct a rich set of experiments to validate the effec-
tiveness of our method on domain generalization bench-
marks and ablate the performance of each of its compo-
nents.

2. Related Work

2.1. Domain Generalization

The field of Domain Generalization has garnered consid-
erable interest in recent years, as delineated by [38]. This
area of study concentrates on the challenge of training mod-
els on data from diverse source distributions and testing on
a target distribution distinct from those used during train-
ing. The underlying premise for method development in

this domain is that a model capable of learning a represen-
tation invariant across multiple training domains should in-
herently perform well on an unseen test domain. Numerous
methodologies have been developed under this presump-
tion, striving to induce invariance in the training distribution
samples. These approaches include explicit regularization-
based methods [1, 5, 9, 12, 16, 26, 30, 31, 36, 37, 41, 44,
56, 57, 60, 62, 65, 68, 70] and data augmentation techniques
[13, 20, 49, 58, 64, 69]. Recent studies have capitalized
on large pre-trained vision-language models to enhance do-
main generalization. Notably, Domain Prompt Learning
(DPL) [66] employs a prompt adaptor to generate prompts
that capture domain-specific features from unlabeled data
automatically. Other research [7, 32] has utilized CLIP as a
foundational model to allocate suitable pre-trained models
for each sample and to reframe the domain generalization ob-
jective through mutual information. Moreover, [23] leverage
knowledge distillation using a large vision language model
as a teacher for domain generalization. [8] synthesizes a
variety of styles in a joint vision-language space via prompts
to effectively tackle source-free domain generalization.

Key differences: A recent work named GMoE [27] di-
rectly applies a sparse Mixture-of-Experts framework to DG
tasks. Each expert is expected to learn a similar group of
visual attributes, such as head, body, leg, etc., of an animal.
Instead, our methodology first customizes the architecture
of each adapter to align with the intrinsic characteristics of
the domain it represents. Then a domain router is trained to
guide each adapter to adeptly learn domain-specific features,
such as photos, sketches, etc.

2.2. Mixture of Experts

The Mixture-of-Experts (MoEs) models[50], renowned for
their innovative gating mechanism, have recently demon-
strated significant achievements by incorporating an exten-
sive number of parameters while maintaining a constant com-
putational cost. These models enhance overall performance
by employing an input-dependent routing mechanism that
amalgamates outputs from multiple sub-models, or ‘experts.’
This training approach has given rise to a variety of methods
applicable across a broad spectrum of fields. However, the
integration of MoEs with large-scale models inevitably leads
to increased model sizes and prolonged inference times. To
address this, Sparse MoEs have been introduced [46], fea-
turing routers that activate only a select few experts, thereby
aligning the inference time with that of standalone models.
This approach is considered a promising avenue for scaling
up vision models. Recent studies have applied the MoE ar-
chitecture to various generalization tasks [27]. For instance,
one study addressed multi-source domain adaptation in NLP
by training a classifier for each domain and employing MoEs
to ensemble these classifiers [15]. Another study explored
the issue of systematic generalization, proposing the dy-
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namic composition of experts in MoEs rather than selecting
them [27].

Key differences: Contrary to standard MoEs, which
aim to expand model capacity without significantly increas-
ing computation, our approach centers on developing cus-
tomized adapters tailored to capture domain-specific prop-
erties. The primary differences in our implementation are:
1) Within each ViT block, the standard FFN is replaced by
an MoE layer, where each expert typically uses an FFN. Our
approach differs by incorporating lightweight adapters after
the MSA in each ViT block. 2) Standard MoE layers uti-
lize a uniform architecture for each expert. Conversely, our
method customizes each adapter to address specific domain
properties. 3) We employ a domain router loss to dynam-
ically steer incoming images to the adapter best suited to
their domain characteristics, a feature not found in traditional
MoE frameworks.

2.3. Parameter Efficient Fine-tuning (PEFT)

Existing PEFT methods can be generally divided into two
groups. The first fine-tunes a small portion of the internal
parameters, such as biases. The second adds tiny learnable
modules like Adapters [18] and LoRA [19]. Adapters and
LoRA essentially share similar architectures which both look
like a bottleneck but are installed at different places. The
Adapter is often installed at the output of a block while
LoRA is treated as residuals to the projection matrices in
a Transformer block. Another popular design in NLP is
prompt learning, which turns some text prompt tokens into
learnable vectors. Such an idea has recently been applied to
vision-language models and is also the source of inspiration
for the recently proposed VPT [24] and Visual Prompting.
Inspired by these works, we follow some popular adapter
architectures to customize our adapters.

3. Method

We first describe our notations and the standard ViT [10]
architecture. We then present how we tailor the parameter-
efficient adapters to domain generalization, before explain-
ing our design choices for the approach and the implementa-
tion of domain adapters.

3.1. Preliminaries

Notation We use (X,Y,D) to denote the training dataset
with n (data, label, domain ID) paired samples. These data
samples can be from multiple domains or distributions. Let
(x,y,d) denote one sample and f(·; ω) denote the model we
aim to train. Then, the standard empirical risk minimization
(ERM) is: ∑

(x,y)→(X,Y)

ε(f(x; ω),y), (1)

where ε(·, ·) denotes a generic loss function.

Vision Transformer (ViT) For a plain ViT with 12
blocks, each ViT block consists of a Multiheaded Self-
Attention (MSA) module and Feed-Forward Networks (FFN)
together with LayerNorm and residual connections.
3.2. Customized Domain Adapters (CDA)

Motivated by the study that CNN and ViT networks poten-
tially excel in different styles of images [40, 42], we leverage
a compact ViT adapter and CNN adapter and insert them into
the pre-trained network at fine-tuning time, hoping they can
combine the complementary strengths of CNNs and ViTs
to enhance generalization across diverse distributions. In
this section, we first introduce the architecture of the ViT
adapter and CNN adapter we use. Following this, we elabo-
rate on our strategy for effectively integrating these adapters,
harnessing their combined capabilities for enhanced perfor-
mance.

ViT Adapter We follow the widely used adapter archi-
tecture [18] for ViT to design our ViT adapter. This adapter
inserts a small number of additional parameter modules be-
tween transformer layers. As illustrated in Figure 2, the ViT
adapter employs a down-projection with Wdown → Rq↑r

to project the input h with channel dimension q to a lower-
dimensional space specified by bottleneck dimension r, fol-
lowed by a nonlinear activation function GELU f(·), and
an up-projection with Wup → Rr↑q. The ViT adapter is
surrounded by a residual connection, leading to this final
form:

h↓ ↑ h+ f(hWdown)Wup. (2)

For storage efficiency, we set the bottleneck dimension much
smaller than q, specifically r = 48 in our approach, whereas
q = 384 serves as the default parameter for ViT-Small.

Conv Adapter As depicted in Figure 2, the Conv adapter
comprises three convolutional layers: a 1 ↓ 1 convolution
reducing channels, a 3↓3 convolution maintaining the same
channel count for both input and output, and a final 1 ↓
1 convolution that expands the channels. Given that ViT
converts the image into a 1D token sequence, we first revert
to a 2D structure before 3 ↓ 3 convolution. We treat [cls]
token as an image and add zero padding to [cls] token to
make it a 2D structure before 3x3 convolution. The Conv
adapter is integrated within a residual connection, expressed
as:

h↓ ↑ h+ Conv1x1(f(Conv3x3(f(Conv1x1(h))))), (3)

where f(·) represents the nonlinear activation function
GELU. For storage efficiency, we define the bottleneck chan-
nel size for the 3↓ 3 convolution as c. To ensure c ↔ q, we
set c = 8 in our method.

It is worth noting that the Conv adapter module is similar
to the residual bottleneck blocks of ResNet [17]. By embed-
ding the Conv adapter within the transformer structure, we
aim to leverage the inherent visual inductive bias of CNNs
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Figure 2. Pipeline of our method. In the first stage “Customized Adapters”, we train two models separately, one with a ViT adapter and the
other with a CNN adapter, and evaluate them across various domains. The domain is then automatically assigned to the adapter—ViT or
CNN—that performs better in that specific domain. The ViT adapter is optimized for domains with less color or texture, while the Conv
adapter excels in color and texture-rich domains. In the second stage “Domain Router”, the domain router is trained to classify the specific
domain to which each training image belongs. In inference, it dynamically routes images to the most fitting adapter based on their domain
characteristics.

during the fine-tuning process. Furthermore, the local re-
ceptive field of the 3 ↓ 3 convolution’s 2D neighborhood
structure offers a complement to the MSA’s global receptive
field.

Domain Adapter Customization In our network archi-
tecture, we integrate both ViT and Conv adapters within the
ViT blocks, enabling each adapter to specialize in domain-
specific characteristics. This configuration transforms the
traditional transformer layers into a synergistic ensemble of
transformers and ResNet-like CNNs.

A key consideration is selecting the appropriate ViT and
Conv adapters for each domain in the dataset. We customize
the adapter type to align with the domain’s inherent prop-
erties. Typically, ViT-based adapters are preferable for do-
mains lacking color or texture detail, as they excel in global
structural analysis. Conversely, CNN-based adapters are
ideal for texture-rich domains due to their proficiency in
capturing detailed textural features [40, 42]. In practice, we
adopt two methods to determine the most effective adapter

for each domain. The first method involves randomly sam-
pling one image from each domain, feeding it to GPT-4, and
prompting GPT-4 to assign an adapter based on its world
knowledge: “Analyze the domain characteristics of the given

image and identify the most suitable neural network adapter:

either a ViT-based or CNN-based adapter.” The second
method trains two separate models: one with a single ViT
adapter and the other with a single CNN adapter. Each model
is evaluated on various domains, and the adapter is chosen
based on which model performs better in a specific domain.
This empirical approach ensures the best adapter match but is
more time-consuming compared to the GPT-4-based method,
which, while faster, may not guarantee optimal matches. Em-
pirically, both methods achieve comparable results and out-
perform most state-of-the-art approaches, as demonstrated
in the experiment section. Users can choose the appropriate
method based on their practical requirements. Our ablation
study details the adapter assignments for each dataset, reveal-
ing that Conv adapters excel in color-rich domains, while

937



ViT adapters perform better in less colorful domains.
Domain Router and Loss Function We define the num-

ber of adapters N to be equal to the number of domains in
our training data. This allows each adapter to specialize in
a single domain, potentially improving the model’s perfor-
mance on domain-specific tasks. Therefore, for D domains,
we have N = D adapters. Each adapter Ei is trained to
learn domain-specific features from domain i. Denoting the
output of the MSA as z, the output of the CDA layer with N
adapters is given by

fCDA(z) =
N∑

i=1

G(z)i · Ei(z) =
N∑

i=1

Softmaxi(Wz) · Ei(z),

(4)

where N is equal to the number of training domains D, W
denotes the learnable parameters for the gate G. We hope
this design allows the model to benefit from the strengths
of all the training domains, thus improving its ability to
generalize to unseen visual domains.

The router plays a crucial role in dynamically assigning
an incoming image to the most suitable adapter based on its
domain characteristics. The router, a trainable component of
our architecture, analyzes each input image and computes a
set of weights that determine the contribution of each adapter
for that specific image. To ensure that the router accurately
discerns the domain of each image, we employ a router loss
function. ∑

(x,d)→(X,D)

ε(Wz,d), (5)

where W is the learnable parameter for the gate, z is the
output embedding of the MSA, and ε(·, ·) denotes a generic
loss function. This function is designed to penalize the
router when it incorrectly predicts the domain of an image.
During training, the router loss guides the router in learning
to identify the distinguishing features of each domain. We
analyze the router’s ability to accurately distribute weights
to adapters for test images in the ablation study. The overall
loss for our method is:

∑

(x,y,d)→(X,Y,D)

ε(f(x; ω),y) + ϑε(Wz,d), (6)

where ϑ is the weight to balance the ERM and domain router
loss. In this model, the cross-entropy loss is employed for
ε(·, ·). Detailed investigations into the configuration of the
domain adapters layer and their placement within the ViT
block are presented in supplementary.

4. Experiments

In this section, we evaluate our customized domain adapters
on learning domain-specific knowledge for domain general-
ization. We compare state-of-the-art domain generalization
methods and perform ablation studies to analyze the various
components of our model.

4.1. Experiment Setup

We follow the setting in [14, 63] to evaluate our domain
generalization approach. This includes consistent model se-
lection criteria, dataset splitting, and using the same network
backbone for comparability. To ensure a fair comparison
with other methods reported on DomainBed, we select the
ViT-S/16 model, following [27]. This model aligns closely
with ResNet-50 in terms of parameter count and runtime
memory usage. The ViT-S/16 features an input patch size of
16!16, 6 heads in its multi-head attention layers, and com-
prises 12 transformer blocks. Following DomainBed [14]
and Ood-bench [63], we choose datasets that cover as much
variety as possible from the various OOD research areas
for our experiments. We conduct experiments on five OOD
datasets: Terra Incognita [3], OfficeHome [55], VLCS [53],
PACS [28] and DomainNet [43].

To be consistent with existing line of work, we use the
training-validation protocol for model selection: given N
domains, it uses 80% the amount of data in N ↗ 1 domains
for training, the other 20% for validation, selects the best
model based on the validation result, tests the model on the
held-out domain and reports this result. The experiments are
averaged over 3 runs.

There is one hyperparameter for our method – the weight
of the router loss ϑ; we set the hyperparameter search space
of our method as ϑ → [0.01, 0.1]. We adopt the same hyper-
parameter search protocol used in [14, 63].

4.2. Main Results

We compare to recent top DG algorithms, using both ViT-
Small/16 (21.7M parameters) and ResNet50 (25.6M param-
eters) pre-trained on ImageNet-1k as the backbone. The
results in Table 1 demonstrate that our domain adapter mod-
ule, trained with ERM, surpasses leading DG algorithms on
nearly all datasets. Specifically, even using the smaller back-
bone ViT-S/16, our method achieves improvements of 0.7%,
0.8%, 1.9%, and 1.6% over the Best SoTA Competitors on
the PACS, VLCS, OfficeHome, and DomainNet benchmarks,
respectively. The term “Best SoTA Competitor" refers to
the highest performance in the literature within the standard
DG experimental protocol. In our following ablation study,
we explore how our model effectively utilizes the expertise
of individual adapters and adapts to images with charac-
teristics spanning multiple domains, thereby enhancing its
generalization performance on unseen domains.

4.3. Ablation on Model Design

In this section, we study the impact of each component in
our model design. We evaluate our method with a ViT-S/16
backbone on the popular DG benchmark, such as PACS, and
DomainNet to conduct the following experimental analyses.
We observed that fully finetuning all network parameters
outperforms finetuning only custom domain adapters and
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Algorithm Backbone PACS VLCS OfficeHome TerraInc DomainNet
ERM [54] RN50 85.7 ± 0.5 77.4 ± 0.3 67.5 ± 0.5 47.2 ± 0.4 41.2 ± 0.2
IRM [2] RN50 83.5 ± 0.8 78.5 ± 0.5 64.3 ± 2.2 47.6 ± 0.8 33.9 ± 2.8
Mixup [61] RN50 84.6 ± 0.6 77.4 ± 0.6 68.1 ± 0.3 47.9 ± 0.8 39.2 ± 0.1
RSC [21] RN50 85.2 ± 0.9 77.1 ± 0.5 65.5 ± 0.9 46.6 ± 1.0 38.9 ± 0.5
CDANN [30] RN50 82.6 ± 0.9 77.5 ± 0.1 65.8 ± 1.3 45.8 ± 1.6 38.3 ± 0.3
DANN [11] RN50 84.6 ± 1.1 78.7 ± 0.3 68.6 ± 0.4 46.4 ± 0.8 41.8 ± 0.2
CORAL [52] RN50 86.0 ± 0.2 77.7 ± 0.5 68.6 ± 0.4 46.4 ± 0.8 41.8 ± 0.2
MLDG [29] RN50 84.9 ± 1.0 77.2 ± 0.4 66.8 ± 0.6 47.7 ± 0.9 41.2 ± 0.1
AND-mask [48] RN50 84.4 ± 0.9 78.1 ± 0.9 65.6 ± 0.4 44.6 ± 0.3 37.2 ± 0.6
MMD [30] RN50 85.0 ± 0.2 76.7 ± 0.9 67.7 ± 0.1 42.2 ± 1.4 39.4 ± 0.8
Fish [51] RN50 85.5 ± 0.3 77.8 ± 0.3 68.6 ± 0.4 45.1 ± 1.3 42.7 ± 0.2
SagNet [39] RN50 86.3 ± 0.2 77.8 ± 0.5 68.1 ± 0.1 48.6 ± 1.0 40.3 ± 0.1
SelfReg [25] RN50 85.6 ± 0.4 77.8 ± 0.9 67.9 ± 0.7 47.0 ± 0.3 42.8 ± 0.0
mDSDI [4] RN50 86.2 ± 0.2 79.0 ± 0.3 69.2 ± 0.4 48.1 ± 1.4 42.8 ± 0.1
SWAD [6] RN50 88.1 ± 0.1 79.1 ± 0.1 70.6 ± 0.2 50.0 ± 0.3 46.5 ± 0.1
Fishr [45] RN50 85.5 ± 0.2 77.8 ± 0.2 68.6 ± 0.2 47.4 ± 1.6 41.7 ± 0.0
MIRO [7] RN50 85.4 ± 0.4 79.0 ± 0.0 70.5 ± 0.4 50.4 ± 1.1 44.3 ± 0.2
PCL [59] RN50 88.7 - 71.6 52.1 47.7
ERM [27] ViT-S 86.2 ± 0.1 79.7 ± 0.0 72.2 ± 0.4 42.0 ± 0.8 47.3 ± 0.2
GMoE [27] ViT-S 88.1 ± 0.1 80.2 ± 0.2 74.2 ± 0.4 48.5 ± 0.4 48.7 ± 0.2
CDA w GPT (Ours) ViT-S 89.3 ± 0.2 80.7 ± 0.1 75.5 ± 0.2 50.8 ± 0.6 50.1 ± 0.4
CDA (Ours) ViT-S 89.4 ± 0.3 81.0 ± 0.2 76.1 ± 0.1 51.3 ± 0.4 50.3 ± 0.4

Table 1. Results of recent top DG algorithms, using both ViT-Small/16 (21.7M parameters) and ResNet50 (25.6M parameters) pre-trained
on ImageNet-1k as the backbone with train-validation selection criterion. The experiments are averaged over 3 runs. The best result is
highlighted in bold. Our method achieves the best performance on PACS, VLCS, OfficeHome, and DomainNet, and second best on TerraInc.
Note, “CDA w GPT” indicates using GPT to assist in adapter assignment. This approach achieves results comparable to the tried-and-tested
design choice but is significantly more time-efficient. Users can choose the appropriate method based on their practical requirements.

Adapter type Router Loss Adapter# / Acc(PACS) Adapter# / Acc(DomainNet)
ViT adapter w/o 2 / 87.9 ± 0.2 2 / 48.3± 0.3
ViT adapter w/o 3 / 88.0 ± 0.1 5 / 48.7± 0.3
ViT adapter w 3 / 88.5 ± 0.3 5 / 49.4± 0.4
Conv adapter w/o 2 / 88.1 ± 0.3 2 / 48.8± 0.2
Conv adapter w/o 3 / 88.3 ± 0.2 5 / 49.0± 0.4
Conv adapter w 3 / 88.7 ± 0.4 5 / 49.6± 0.4
Customized adapter w/o 2 / 88.9 ± 0.3 2 / 49.3± 0.3
Customized adapter w/o 3 / 88.9 ± 0.1 5 / 49.6± 0.5
Customized adapter w 3 / 89.4 ± 0.3 5 / 50.3± 0.4

Table 2. Analysis of router loss and ViT and Conv adapter cus-
tomization. Note that since the PACS and DomainNet have three
and five training domains respectively, we only apply router loss
when the number of adapters is equal to the number of training
domains. “Customized adapter" means combining the ViT and
Conv adapter according to our method in Section 3.2.

classifier with 1.2% on the PACS dataset in our experiments.
This likely stems from the relatively small size of our pre-
trained network, where a fine-tune-only adapter may not
suffice for downstream tasks. Consequently, we employ full
fine-tuning strategies in all our experiments.

Impact of router loss and customization of ViT and Conv

adapters We first examine the contribution of domain
router loss in Table 2. For example, in PACS, whenever
the adapters are trained without router loss, the performance
drops by 0.5%, 0.4%, and 0.5% for 3 ViT adapters, 3 Conv

adapters, and customized adapters, respectively. We next
study the effect of combining the ViT and Conv adapters.
The integration of varied adapter types consistently yields a
performance increase of at least 0.6%. For example, combin-
ing a single ViT adapter and a single Conv adapter results
in an 88.9% accuracy-a gain of 1.0% and 0.8% compared
to their individual performances without router loss, which
are 87.9% and 88.1%, respectively. Lastly, we study the
effect of adding more adapters of the same type. It reveals
a marginal benefit, with a maximum performance gain of
0.2% across all three adapter types examined in Table 2. The
same trend can also be found in the larger DomainNet bench-
mark. In summary, our findings highlight the significance
of the router loss and strategic incorporation of customized
adapters in the design of our module. Conversely, increasing
the number of identical adapters appears to have a minimal
effect on performance.

Analysis of Using CLIP Pretrained Weights To further
assess the effectiveness of our CDA, we apply it to CLIP
pretrained weights. In Table 3, CDA achieves competitive
performance across all benchmark datasets, including PACS,
VLCS, and OfficeHome. Notably, CDA outperforms pre-
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Method Backbone PACS VLCS OfficeHome
DPL [67] CLIP ViT-B16 97.3 84.3 84.2
MIRO [7] CLIP ViT-B16 95.6 82.2 82.5
CAR-FT [35] CLIP ViT-B16 96.8 85.5 85.7
SIMPLE+ [33] Model Pool 99.0±0.1 82.7±0.4 87.7±0.4
CDA(Ours) CLIP ViT-B16 98.6±0.1 84.0±0.3 91.2±0.1

Table 3. Analysis of Using CLIP Pretrained Weights: To further
evaluate the effectiveness of our CDA, we apply it to CLIP pre-
trained weights. Our results demonstrate that even when using
CLIP pretrained weights, CDA continues to deliver SOTA perfor-
mance, highlighting its adaptability.

Method Backbone Param / Acc(PACS) Param / Acc(DN) Latency(ms)
ERM [54] ResNet50 25.6M / 85.7 ± 0.5 25.6M / 41.2 ± 0.2 16.7
ERM [27] ViT-S/16 21.7M / 86.2 ± 0.1 21.7M / 47.3 ± 0.2 16.9
GMoE [27] ViT-S/16 33.8M / 88.1 ± 0.1 33.8M / 48.7 ± 0.2 65.6
CDA(Ours) ViT-S/16 23.9M / 89.4 ± 0.3 24.5M / 50.3± 0.4 20.5 / 28.7
ERM [54] ViT-B/16 85.8M / 88.8 ± 0.4 85.8M / 50.6± 0.4 17.5
GMoE [27] ViT-B/16 133.4M / 89.4 ± 0.1 133.4M / 51.3 ± 0.1 160.2
CDA(Ours) ViT-B/16 90.9M / 90.1 ± 0.8 91.4M / 54.5± 0.3 25.3 / 31.8

Table 4. Analysis of scaling up architecture and inference cost. Our
approach achieves notable performance improvements with a small
impact on inference speed.

vious methods like DPL [67] and CAR-FT [35] on Office-
Home, with a significant margin of 5.5% over CAR-FT.
Moreover, while SIMPLE+ [33] shows slightly better results
on PACS, CDA maintains a consistent balance of high per-
formance across all domains, demonstrating its robustness
and generalization capabilities. These findings underscore
CDA’s ability to leverage powerful pretrained weights like
CLIP effectively, adapting them to diverse domain general-
ization tasks.

Scaling up architecture and inference cost We inves-
tigate whether similar performance improvements are ob-
served with larger architectures in Table 4. Our Customized
Domain Adapter consistently enhances ViT backbones
across different scales. Specifically, in the PACS benchmark,
CDA adds an extra 2.2M parameters and achieves a 3.2% per-
formance increase for ViT-S, and adds 5.1M parameters for
a 1.3% boost in ViT-B. Furthermore, we assessed the addi-
tional inference costs introduced by our CDA method. CDA
incurs an additional 3.5ms for ViT-S and 8ms for ViT-B,
significantly lower than the GMoE’s added 45ms for ViT-S
and 140ms for ViT-B. Latency measurements are conducted
on an 24GB Nvidia RTX 3090 GPU. Similar patterns are
observed in the DomainNet benchmark. In conclusion, our
approach achieves notable performance improvements with
minimal impact on inference speed.

Orthogonal to other DG algorithms Our method lies in
an orthogonal direction with most DG algorithms – the de-

Method Acc(PACS) Acc(DomainNet)
CDA 89.4 ± 0.3 50.3± 0.4
SWAD [6] 88.1 ± 0.1 48.2 ± 0.2
SWAD [6] + CDA 90.3 ± 0.2 51.0 ± 0.3
W2D [22] 86.6 ± 0.4 47.8 ± 0.4
W2D [22] + CDA 89.9 ± 0.5 50.7 ± 0.5

Table 5. Analysis of complementarity to other DG algorithms. Our
CDA is an effective network architecture for other kinds of DG
algorithms.

Method Backbone PACS OfficeHome VLCS Memory
ERM [27] ViT-S/16 2722s 3102s 3635s 5.8GB
GMoE [27] ViT-S/16 6013s 6996s 6841s 7.6GB
CDA(Ours) ViT-S/16 6585s 7614s 8235s 6.8GB
ERM [27] ViT-B/16 8167s 8742s 9233s 11.6GB
GMoE [27] ViT-B/16 14724s 16404s 15804s 14.7GB
CDA(Ours) ViT-B/16 13182s 14831s 14283s 13.0GB

Table 6. Comparison of runtime (in seconds) and memory usage (in
GB) across PACS, OfficeHome, and VLCS datasets for different
methods. Our approach demonstrates competitive performance
with manageable memory overhead.

sign of the backbone architecture. This suggests that integrat-
ing DG algorithms could further enhance the performance of
our CDA. In this section, we investigate whether our method
complements other DG plug-in strategies, such as the data
augmentation method W2D [22] and the model ensemble
method [6], as shown in Table 5. The results confirm that
CDA serves as an effective architecture, synergizing with
these methods to yield significant performance gains of 2.2%
and 3.3% for SWAD and W2D on PACS, and 2.8% and 3.1%
on DomainNet, respectively.

Further analysis of the domain router The domain router
is essential for dynamically assigning incoming images to
the most suitable adapter based on domain characteristics.
In Table 7, we evaluate the router’s ability to accurately
distribute weights to adapters for each image by averaging all
router output weights during inference on the PACS dataset.
For instance, in tests within the art domain, routers tend to
allocate higher weights to the photo domain due to its color
richness and similarity to the art domain, while significantly
less weight is given to the sketch domain adapter. These
findings confirm the domain router’s effectiveness in guiding
images to their optimal adapters based on domain traits.
Additionally, Figure 3 presents the predicted weights for test
samples from PACS across different domains, illustrating
this process.

Result of domain adapter customization for each bench-

mark Our method, detailed in Section 3.2, centers on
choosing the right ViT and Conv adapters for each domain
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Figure 3. Predicted router weights for four PACS test samples
across different domains. For instance, in the test image from the
art domain (bottom left), routers tend to assign higher weights to
the photo router due to the similarity to the art domain.

Test domain Art
Weight

Cartoon
Weight

Photo
Weight

Sketch
Weight

Art - 0.29 0.67 0.04
Cartoon 0.24 - 0.31 0.45
Photo 0.83 0.14 - 0.03
Sketch 0.06 0.92 0.02 -

Table 7. Further analysis of the domain router. We assess the
router’s capability in allocating weights to adapters for each test
image by calculating the average of all router output weights during
inference across the four test domains of the PACS dataset. For
a sanity check, we reported the average router weights for the
validation set to assess if the router accurately predicts weights
for samples similar to the training distribution. With weights of
0.91, 0.91, 0.92, and 0.92 for the photo, art, cartoon, and sketch
domains respectively, this demonstrates the router’s effectiveness
in allocating weights to adapters for iid and OoD samples.

in a tried-and-tested design manner. We train separate mod-
els with a single ViT and a single CNN adapter, evaluate
them across training domains, and pair each domain with
the adapter that shows better performance. This approach
ensures effective domain-adapter matching, enhancing our
method’s accuracy and efficiency. The adapter paired with
each domain for all benchmarks is listed in Table 8. The
GPT guided adapter selection is listed in Table 12. No-
tably, domains with limited color information, like the sketch
domain in the PACS dataset, tend to be paired with ViT
adapters, while more colorful domains such as photo and
art are matched with Conv adapters. In the TerraInc dataset,
where all domains comprise photos captured under vary-
ing brightness levels, our customization strategy pairs each
domain with a Conv adapter. We believe this decision is
primarily driven by the Conv adapter’s better ability to dif-
ferentiate brightness variations compared to the ViT adapter.

Further analysis of the ensemble effect of ViT and Conv

adapter Our empirical findings highlight the benefits of in-
tegrating diverse adapter types. Delving into each domain’s
performance, Table 9 reveals that ViT and Conv adapters

Dataset Domain
1

Domain
2

Domain
3

Domain
4

Domain
5

Domain
6

PACS photo art cartoon sketch - -
adapter Conv Conv ViT ViT - -
VLCS VOC LABEL CAL SUN - -
adapter Conv Conv Conv ViT - -
OfficeHome clip art real product - -
adapter ViT ViT ViT ViT - -
Terra L38 L43 L46 L100 - -
adapter Conv Conv Conv Conv - -
DomainNet clip Info paint quick real sketch
adapter ViT Conv Conv ViT Conv ViT

Table 8. Domain adapter customization for five benchmarks. To
customize the right ViT and Conv adapters for each domain, we
train separate models with a single ViT and a single CNN adapter,
evaluate them across training domains, and pair each domain with
the adapter that shows better performance.

excel in distinct domains-Conv adapters in color-rich ones
like photo and art, and ViT adapters in less colorful domains
such as sketch. By synergistically combining these adapters,
our customized strategy demonstrates better or comparable
performance across all domains. This aligns with our hy-
pothesis that a mix of Conv and ViT adapters leverages the
strengths of both, validating our method’s effectiveness.

Adapter Type photo art cartoon sketch Ave

ViT adapter 99.1 91.5 82.6 80.9 88.5
Conv adapter 99.3 92.8 82.8 79.7 88.7
Customized adapter 99.3 93.5 83.2 81.5 89.4

Table 9. Further analysis of the ensemble impact of ViT and Conv
adapter on each domain in PACS. For consistency in comparison,
all the conducted experiments here employ three adapters alongside
router losses.

5. Conclusion

In this paper, we introduced a Customized Domain Adapter
network architecture framework for domain generalization.
Our approach, leveraging the distinct strengths of ViT and
CNN architectures, effectively addresses varied distribution
shifts inherent in different domains. By employing a sim-
ple method for selecting domain-specific adapter architec-
tures, our model demonstrated enhanced generalization ca-
pabilities across standard datasets. Our experimental results
underscored the superiority of this approach over existing
methods.

Limitations Our method for selecting domain adapters,
while effective, may not generalize to all scenarios. How-
ever, we show that GPT performs well in domain adapter
assignment, reducing the reliance on domain IDs. Moreover,
the complexity of the model increases with the number of
domains, potentially leading to scalability issues for datasets
with a large number of diverse domains. Future work could
explore more adaptive and scalable approaches to domain
representation even without domain ID information.
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