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Figure 1. Our representation can handle 3D geometry with complex details, high genus, sharp features, and non-watertight surfaces: our

trained diffusion networks Ei can transform the samples X from a Gaussian distribution N to the geometry M ⊂ R
3. The colors indicate

the correspondence between the Gaussian noise and the surface points.

Abstract

Neural representations of 3D data have been widely

adopted across various applications, particularly in recent

work leveraging coordinate-based networks to model scalar

or vector fields. However, these approaches face inher-

ent challenges, such as handling thin structures and non-

watertight geometries, which limit their flexibility and ac-

curacy. In contrast, we propose a novel geometric data rep-

resentation that models geometry as distributions—a pow-

erful representation that makes no assumptions about sur-

face genus, connectivity, or boundary conditions. Our ap-

proach uses diffusion models with a novel network archi-

tecture to learn surface point distributions, capturing fine-

grained geometric details. We evaluate our representation

qualitatively and quantitatively across various object types,

demonstrating its effectiveness in achieving high geomet-

ric fidelity. Additionally, we explore applications using our

representation, such as textured mesh representation, neu-

ral surface compression, dynamic object modeling, and ren-

dering, highlighting its potential to advance 3D geometric

learning.

1. Introduction

Geometry representations are at the heart of most 3D vi-

sion problems. With the rapid advancement of deep learn-

ing, there is growing interest in developing neural network-

friendly geometric data representations. Recent advances in

this field, particularly those based on coordinate networks,

have shown promise in modeling 3D geometry for various

applications, as their functional nature integrates well with

neural networks. However, they also face challenges like

limited accuracy in capturing complex geometric structures

and difficulties in handling non-watertight objects.

To overcome these challenges, we propose a new geo-

metric data representation, possessing a simple and con-

sistent data structure capable of accommodating shapes

with varying genus, boundary conditions, and connec-

tivity—whether open, watertight, fully connected, or not

(see Fig. 2). A key insight is that any surface, regardless

of its topology or structural integrity, can be closely ap-

proximated by a sufficiently large number of points sam-

pled on the surface. Recent advancements in generative

models have shown that, in theory, they can sample an infi-

nite amount of data from a distribution. Building on these

This ICCV paper is the Open Access version, provided by the Computer Vision Foundation.
Except for this watermark, it is identical to the accepted version;

the final published version of the proceedings is available on IEEE Xplore.
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SDF
14M parameters

GEOMDIST (ours)
5M parameters

target surface

Figure 2. Compared to signed distance functions (SDFs), our GE-

OMDIST can model open and non-watertight objects using sig-

nificantly fewer network parameters. See the Appendix for the

meshing algorithm used in this figure. The SDF is fit using Instant-

NGP [31], with isosurface extraction evaluated on a 512-resolution

grid. We observe that SDFs struggle to represent thin structures or

non-watertight geometry.

insights, we model 3D geometry as a distribution of sur-

face points, encoded into a diffusion model. Unlike triangle

mesh representations, which are specific discretizations of

the underlying surface, or point clouds, which represent a

particular sampling choice, our approach models the distri-

bution of all possible surface points, providing a more con-

tinuous and accurate encoding of the underlying geometry.

Diffusion models, widely recognized for their effective-

ness in 2D content generation, have emerged as a leading

approach among generative models. However, their ap-

plication to 3D geometry remains largely unexplored. We

found that 3D geometry context presents unique challenges:

direct adaptation often falls short in capturing geometric de-

tails and results in inaccurate geometry recovery.

In this work, we introduce GEOMETRY DISTRI-

BUTIONS (or GEOMDIST in short), a new representa-

tion for general geometric data. Our approach lever-

ages a diffusion model with a novel network architecture.

vector fields

GEOMDIST

By solving a forward ordinary

differential equation (ODE), we

map spatial points, sampled from

Gaussian noise space, to surface

points in shape space, enabling

an infinite set of points to rep-

resent the geometry. This al-

lows us to sample on the sur-

face uniformly comparing to ex-

isting vector fields-based formu-

lation (see the inset and Fig. 3).

Additionally, we derive the back-

ward ODE algorithm, allowing

for inverse mapping from the shape space back to noise

space. Our results demonstrate the accuracy and robustness

of GEOMDIST across a broad range of complex structures.

Furthermore, our approach enables the simultaneous encod-

ing of texture or motion information alongside geometry.

vector fields GEOMDIST (ours) target surface

CD = 4.886 CD = 3.218

Figure 3. Compared to vector fields-based method, our GE-

OMDIST produces more uniformly distributed samples with

higher fidelity. The chamfer distance (×103) between the sam-

ples and target surface is reported below.

To summarize, GEOMDIST facilitates a highly accurate

yet compact neural representation of 3D geometry, demon-

strating significant potential for future applications, includ-

ing textured mesh representation, neural surface compres-

sion, dynamic object neural modeling, and photo-realistic

rendering with Gaussian splatting.

2. Related Works

2.1. Different representations for 3D geometry

Existing geometry representations—such as meshes, vox-

els, point clouds, and implicit functions—each offer dis-

tinct advantages but also have inherent limitations. Triangle

or polygonal meshes, which are commonly used in tradi-

tional geometry processing [4], are not ideal for geometric

learning due to their inconsistent data structures when deal-

ing with shapes that have a different number of vertices and

different connectivity [5, 13].

Voxels, with their inherent grid-based structure, are ideal

for learning-based tasks. However, they are memory-

intensive, especially when high resolution is needed for

capturing fine details [26, 42]. Point clouds, easily ob-

tained from sensors, are widely used in geometric learn-

ing tasks [2, 17, 44]. However, they are essentially sam-

ples of the geometry, leading to potential information loss

of the underlying geometry. Their expressiveness heavily

depends on sampling density and uniformity, and the lack

types structure infinity surface
non-

watertight

color/

textures

point clouds {pi ∈ R
3}i∈P ✗ ✗ ✓ ✓

meshes

(

{vi ∈ R
3}i∈V ,

{fj ∈ V3}j∈F

) ✗ ✓ ✓ ✓

voxels R
d×h×w×c ✗ ✓ ✓ ✓

SDFs {p|f(p) = 0} ✓ ✓ ✗ ✗

GEOMDIST {E(n)} ✓ ✓ ✓ ✓

Table 1. Different representations for 3D geometric data.
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of inherent point connectivity complicates defining surface

structures, boundaries, or geodesics along surfaces. Implicit

functions [30, 32] excel at generating smooth surfaces and

representing complex topologies. However, they struggle

with accurately modeling thin structures or non-watertight

geometries (see Fig. 2 for an illustration). Additionally, in-

tegrating colors or textures with implicit functions is not

straightforward.

Our goal is to design a new data representation for

various 3D geometric learning tasks, featuring a network-

friendly data structure that accommodates shapes with vary-

ing genus, boundary conditions, and connectivity, whether

open, watertight, fully connected, or not. See Tab. 1 for a

summary of different representations.

2.2. Diffusion models

Diffusion models are powerful generative models that trans-

form data into noise through a forward diffusion process

and learn to reverse this process to generate high-quality

samples. Beginning with Denoising Diffusion Probabilistic

Models [18], diffusion models have evolved into more ef-

ficient and flexible approaches [20, 25, 27, 40]. While our

work does not contribute directly to advancements in diffu-

sion models, we employ them as a foundation for modeling

complex geometry. Our approach primarily builds upon the

framework established in EDM [20].

Significant progress has been made in generating 3D ge-

ometry using diffusion models [7, 11, 19, 33, 35, 38, 45,

48, 53, 55, 57], with most approaches representing geome-

try via signed distance functions or occupancy fields. Fewer

methods, however, focus on point clouds [28, 52, 59] or

Gaussian point clouds [37, 51, 56]. We would also like to

emphasize two related works [6, 46]. While both works

are capable of encoding infinite-resolution point clouds us-

ing normalizing flow [36] and score-based generative mod-

els [41], they are only evaluated on toy datasets and do not

demonstrate high-quality geometric details as we do. These

models are trained on a dataset of 3D objects, treating each

object as a single training sample. In contrast, our approach

is fundamentally different, as we treat each spatial point as

an individual training sample.

2.3. Coordinate­based neural representations

Signed-distance functions (SDFs) are widely used to repre-

sent 3D geometry [10, 15, 29, 31, 39, 43]. Instead of ex-

plicitly storing vertices or points, a network is trained to

produce signed distances to the surface or signals indicat-

ing inside/outside for each spatial point, implicitly defin-

ing the shape’s geometry. Although relatively easy to learn

via neural networks, SDFs struggle to model non-watertight

meshes. Follow-up works are then introduced to model

open surfaces, where the outputs of the networks are un-

signed distances [8, 16, 47, 58] or vectors [12, 47, 50] point-

hashing grids MLP ours

Figure 4. Heatmap of the L2 distance from sampled points to the

target surface using different network architectures.

ing toward the surface. These works primarily use networks

to fit scalar fields or vector fields, representing 3D data

through networks that map coordinates to scalar or vector

values. Our approach, while distinct in methodology, shares

a conceptual connection with these works: it can be inter-

preted as a trajectory field.

2.4. Point­based graphics

Point-based computer graphics is an approach that repre-

sents 3D surfaces as sets of discrete points rather than tradi-

tional polygonal meshes. Unlike polygonal models that use

vertices and edges to define shapes, point-based methods

use individual points sampled across a surface to capture

details directly. The field can be dated back to 1980s [24].

Early works [34, 61] investigated how to render with points.

Until recently, works utilized point representations in dif-

ferentiable rendering [22, 49]. Different from our method,

these works focus on rendering with finite number of points.

3. Geometry Distributions

3.1. Problem formulation & motivations

Given a surfaceM⊂ R
3, our goal is to model it as a prob-

ability distribution ΦM, such that any sample x ∼ ΦM
drawn from this distribution is a surface point, i.e., x ∈M.

In this way, the distribution ΦM, which encodes the geom-

etry M, provides a flexible geometric representation-any

sampling, whether dense or sparse, closely approximates

the surface M at the target resolution. Inspired by the pi-

oneering work “Geometry Images”, which uses 2D images

to represent 3D meshes [14], we name our representation as

GEOMETRY DISTRIBUTIONS.

Numerous generative tasks have demonstrated the effec-

tiveness of using diffusion models to learn the mapping

from a Gaussian distribution to data distributions. While

previous work is concerned with novel shape synthesis, we
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Figure 5. Inference process for generating 1M points on a lamp mesh (top) and a jellyfish mesh (bottom) from uniform and Gaussian

distributions, respectively. Results are shown at timesteps t = 0, 40, 48, 56, 60, 64, with a close-up of the generated samples at t = 64
overlaid on the ground-truth mesh. A complete illustration is available in the accompanying video demo. Both meshes are taken from [60].

n = 215 n = 216 n = 217 n = 218 n = 219

Figure 6. Forward sampling at different resolutions on Wukong mesh. For each example, we show the initial Gaussian samples (bottom

left), the generated samples overlaid on the ground-truth mesh (right), and a zoomed-in view (top left).

are interested in shape representations. Different from ex-

isting work, we propose to adapt diffusion models to learn

a mapping from a Gaussian distribution to the target distri-

bution of surface points ΦM.

Existing networks designed for diffusion models are pri-

marily tailored for regular grids, which have a spatial struc-

ture and are high-dimensional. There is no straightforward

way to adapt existing designs to our setting, i.e., spatial

points without regular spatial structure. A naive idea is to

adapt coordinate-based networks (e.g., [31, 32]), but they

fail to capture detailed geometric features. For example,

Fig. 4 shows the limitations of using standard MLPs and

hashing grids to process sampled surface points. Our net-

work design is inspired by [21], where the inputs and out-

puts of all layers are standardized to have zero mean and

unit variance, resulting in improved performance. Another

key design choice is to resample the training data for each

epoch to simulate an infinite number of surface points, ap-

proximating the underlying geometry (see Sec. 3.3).

3.2. Inference process: forward & inverse sampling

The mapping between the Gaussian distribution and the

surface points distribution is learned via a diffusion model

Dθ(·, ·) parameterized by θ. In the literature of diffusion

models, Dθ(·, ·) is often called a denoiser. We first discuss

the inference process: θ is known after training, satisfying

the ordinary differential equation (ODE):

dx =
x−Dθ(x, t)

t
dt, (1)

where x is the 3D position of some sample.

Solving x(t) from Eq. (1) over t ∈ [0, T ] gives the tra-

jectory of sample x. This trajectory connects the Gaussian

distribution and the Geometry distribution: x(0) ∼ ΦM
and x(T ) ∼ N (0, T · 1) i.e., a Gaussian distribution with

variance T , satisfying

lim
T→∞

x(T )√
1 + T 2

∼ N (0,1). (2)

We refer to the sampling process from the Gaussian distri-

bution x(T ) to Geometry distribution x(0) as the forward

sampling (denoted as E), and the reverse process, from Ge-

ometry distribution x(0) to Gaussian distribution x(T ), as

the inverse sampling (denoted as D). The forward and in-

verse sampling follow the same trajectory but in opposite

1498



TRAINING LEVEL EMBED INPUT EMBED MIDDLE BLOCK FINAL BLOCK

Level

B × 1

Noise

B × 3

Mesh

B × 3
⊕⊗

INPUT EMBLEVEL EMB

MID BLOCK

...

MID BLOCK

FINAL BLOCK

B × 3

Level

MPFourier

MPLinear

MPSiLU

LevelEmb

To all blocks

Input

PointEmb

MPLinear

InputEmb

To block0

LevelEmb InputEmbi

Normalize

MPSiLU

MPLinear

⊗

MPSiLU

MPLinear

MPAdd

MPLinear

+1

InputEmbi+1

LevelEmb InputEmbd

Normalize

MPSiLU

MPLinear

⊗

MPSiLU

MPLinear

MPLinear

+1

Output

Figure 7. Network overview. Left: the training process. Right: detailed illustration of the modules. The magnitude-preserving (MP) layers

are adpated from [21].

directions. In practice we choose discrete timesteps (noise

levels) to sample on the trajectory [20], i.e., T = t0 > · · · >
ti > ti+1 > · · · > tN = 0, and denote xi := x(ti).

Forward sampling E . Starting from x0, a random Gaus-

sian noise, i.e., x0 = x(t0) = Tn where n ∼
N (0,1), we iteratively compute the following steps for

i = 0, 1, · · · , N − 1:

xi+1 = xi + (ti+1 − ti) ·
xi −Dθ(xi, ti)

ti
, (3)

which is an Euler solver for the Eq. (1). The endpoint of the

trajectory xN lie on the target surfaceM, i.e., xN ∼ ΦM.

Eq. (3) has built a mapping from the standard Gaussian dis-

tributionN (0,1) to Geometry distribution ΦM: if we sam-

ple an infinite number of samples from the standard Gaus-

sian distribution, the set of endpoints of their trajectories

following Eq. (3) would closely approximate the surface

M. See Fig. 5 and Fig. 6 for some examples. In prac-

tice, we employ a higher-order ODE solver to accelerate

the sampling process [20], but for simplicity and clarity, we

only show the equations for the simplest case.

Inverse sampling D. Starting from a random surface

point xN ∈ M, we reverse the trajectory, i.e., iteratively

Algorithm 1 Inverse Sampling

1: procedure INVERSE SAMPLING(x, ti∈{N,...,0})

2: xN = x

3: for i ∈ {N,N − 1, . . . , 1} do

4: di = (xi −Dθ(xi, ti)) /ti
5: xi−1 = xi + (ti−1 − ti) · di

6: end for

7: n = x0/
√

1 + t20
8: end procedure

compute for i = N,N − 1, · · · , 1:

xi−1 = xi + (ti−1 − ti) ·
xi −Dθ(xi, ti)

ti
. (4)

The endpoint x0, after normalization x0 ← x0/
√
1+T 2 lies

in the noise space according to Eq. (2). See Algorithm 1

for the full algorithm and Fig. 14 for one example of in-

verse sampling. In practice, the inversion process starts

from tN = 0, which causes the denominator in Eq. (4) to be

zero. To avoid numerical issues, we instead set tN = 10−8.

3.3. Training process & network design

Given the input geometryM, we first generate the training

set by sampling a set of surface points {x ∈ M}. Follow-

ing [20], we add noise to the data y = x+ σn where σ in-

dicates the noise level, and optimize the denoiser network:

argmin
θ

Ex∈MEn∼N (0,1)Eσ>0∥Dθ(x+σn, σ)−x∥, (5)

Our network is simple yet effective: the noise levels σ, stan-

dard Gaussian noise n, and input coordinates {x} are pro-

jected to high-dimensional space following [54]. See Fig. 7

for full details of our network design and Fig. 8 for an ex-

ample of the training process.

Recall that our goal is to have the learned geometry dis-

tribution to accurately approximate the target surface from

an infinite number of Gaussian samples. To simulate this,

we require a training dataset with an infinite number of

surface points. In practice, we resample a set of 225 sur-

face points for training before each epoch. Over 1000

epochs, the network encounters a sufficiently large num-

ber of ground-truth surface points. This approach is funda-

mentally different from typical deep learning applications,

where the training set is preprocessed and fixed prior to

training. In our setting, however, the training datasets—i.e.,

surface points—are intentionally varied across epochs.
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k = 0 k = 10 k = 20 k = 100 k = 200 k = 1000

0.003

0.004

0.005

0 1000

k = 0 k = 10 k = 20 k = 1000

epochs

Figure 8. Training process. We show the Chamfer distance

over epochs and highlight intermediate results (bottom). By the

10-th epoch, the network already captures the overall geometry,

with finer details further refined in later iterations, as seen in the

zoomed-in hand region (top).

4. Experiments

4.1. Implementation

The code is implemented with PyTorch. For most experi-

ments, we use 6 blocks and C = 512 for all linear layers,

resulting in 5.53 million parameters. One epoch (512 itera-

tions) of training takes approximately 2.5 minutes to com-

plete on 4 A100 GPUs. Training typically requires several

hours to achieve reasonably good results. Fig. 8 shows one

example of training quality over epochs.

To quantify the accuracy of our approach, we measure

the distance between samples from our Geometry distribu-

tion, Xgen, and the ground-truth surfaceM. Specifically, we

sample 1 million surface points from M, denoted as Xref,

as the reference set. We then compute the Chamfer distance

between the two sets, Xgen and Xref, as our metric.

In the following we will investigate multiple applica-

tions of our novel shape representations, ablate our design

choices and verify the correctness of the inversion.

4.2. Applications

We can generate a varying number of samples from the ge-

ometry distribution for surface remeshing at different reso-

lutions. In Fig. 9, we use the Ball Pivoting algorithm [3],

implemented in MeshLab [9], with default parameters, to

triangulate the samples at different resolutions. Note that

this example also illustrates the effectiveness of our method

in representing non-watertight surfaces, where most im-

plicit function-based methods would fail.

Geometry distributions can be further extended to in-

corporate additional information such as color or motion.

n = 1K n = 2K n = 20K n = 200K

reconstructed mesh in different resolution n ground-truth

i = 40 i = 45 i = 47 i = 50 i = 64

Figure 9. Application: remeshing. Top: starting from a Gaussian

distribution, we show the intermediate steps at different timesteps

t. Bottom: we use Ball Pivoting to reconstruct a mesh. The number

n indicates the number of points used in the reconstruction. Since

our method supports infinitely many points sampling, we show

results obtained using different number n. The more points we

have, the better we can approximate the original surface. The mesh

is taken from [23].

Fig. 10 shows an example of feeding the texture color in ad-

dition to the 3D position of each surface point during train-

ing (i.e., the x in Eq. (5) is 6-dim). Fig. 11 shows an al-

ternative approach: a separate color field network based on

hashing grids [31] is trained, allowing the querying of color

vectors for all spatial points. See more results of textured

geometry distributions in the supplementary materials.

Furthermore, the sampled points can serve as inputs for

Gaussian splatting [22], as shown in Fig. 12. Specifically,

we sample 1 million points from the distribution to initial-

ize the Gaussian splatting, disabling point gradients and

point pruning in the original implementation during train-

ing. This optimization assigns colors, radius, and scaling to

the points, and can be used for novel view synthesis.

Finally, we show an extension to dynamic geometries

(4D objects), achieved by adding a temporal input to the

denoiser network Dθ, making the inputs 4D. The trained

network encodes the motions of the geometry distributions.

See one example in Fig. 13.

4.3. Ablation studies

Using distributions to model a surface shows advantages

over vector field-based methods [8, 47, 58] which usually

fail to produce uniform sampling: as shown in Fig. 3, even

at extremely high resolutions with 1 million samples, their

samples fail to adequately cover the target surface. More

results can be found in the supplementary materials.

As mentioned earlier, adapting well-established diffu-

sion models from tasks involving regular grid data to our
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i = 0 i = 40 i = 48 i = 56 i = 60 i = 64 zoom-in at i = 64 ground-truth

Figure 10. Application: textured geometry. The proposed representation can also be used for textured geometry. Left: 1 million points

with texture (6-dimensional vectors) at different timesteps t. Right: the ground-truth geometry and texture.

n = 250K n = 500K

n = 1, 000K n = 2, 000K

Figure 11. Application: combination with color field network.

We show results of different numbers of points.

Figure 12. Application: photo-realistic rendering with Gaus-

sian splatting. These views are not visible during training.

setting, which focuses on learning geometry distributions,

may seem straightforward but proves challenging. We com-

pare our network with two established architectures. The

first is hashing grids [31], originally designed for volume

rendering with 3-dimensional coordinate inputs. We adapt

it to accept 4-dimensional inputs (3 for coordinates and 1 for

noise level). The second is a simple MLP network based

on DeepSDF [32], where we concatenate point and noise

level embeddings as inputs. As shown in Tab. 2a, our pro-

posed network significantly outperforms these straightfor-

ward adaptions. While the Chamfer distance for the MLP-

baseline appears promising, the qualitative results in Fig. 4

reveal that this baseline fails to capture fine details.

Consistent with observations in other diffusion models,

we find that a larger training set, more sampling steps, and

Figure 13. Application: dynamic object modeling. We use a

single network to learn the motion of the geometry distribution.

Only 4 out of 250 frames are shown here.

network

arch

Chamfer ↓

(×103)

Hashing Grid 4.133

MLP 2.647

Proposed 2.140

(a) tested on Loong shape

dataset

size

Chamfer ↓
(×103)

105 4.696

106 3.004

107 2.936

108 2.917

≈ ∞ 2.916

(b) tested on jellyfish shape

# sampling

steps

Chamfer ↓

(×103)

8 9.803

16 2.814

32 2.782

64 2.780

(c) tested on Archimedes shape

# network

blocks

Chamfer ↓
(×103)

2 3.784

4 3.565

6 3.547

8 3.546

10 3.544

(d) tested on lamp shape

Table 2. Ablation studies on network architecture, dataset size,

sampling steps, and network blocks, tested on shapes from Fig. 1.

deeper networks lead to higher accuracy and improved gen-

eration quality. We provide ablation studies in Tab. 2 to

validate these findings. Moreover, although both types of

distributions work effectively, we observe that the Gaussian

distribution performs slightly better than the uniform distri-

bution in most cases, as shown in Tab. 3.

4.4. Inversion

As discussed in Sec. 3.2, our network learns the trajectory

connecting the Gaussian distribution and the Geometry dis-
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✲ ✲

Inverse Sampling D Sampling E

Figure 14. Inverse sampling D and sampling E for 1M points. Both inverse sampling and sampling are using N = 64 steps. Note that, the

image in the middle is the noise space, where it does not look like a Gaussian distribution. This implies that the mapping is not bijective.

Some points in the noise space will never be mapped to from the shape space.

object Wukong lamp lion Parthenon

Uniform 2.845 3.574 3.734 7.621

Gaussian 2.715 3.538 3.246 7.295

Table 3. Ablation study on using Uniform and Gaussian distribu-

tions as initial noise sources. We report Chamfer distance (×103)

on different shapes from Fig. 1.

# Inversion Steps 4 8 16 32 64

MSE ↓ 6.88e−1 8.52e−2 6.14e−3 1.84e−4 1.76e−6

Table 4. Mean squared error of ∥x− E ◦ D(x)∥22 with different

inversion steps, evaluated on the mouse shape in Fig. 14.

tribution. The forward and inverse sampling follow this tra-

jectory in opposite directions. In other words, for a sur-

face point-i.e., a sample drawn from Geometry distribution

x ∼ ΦM-the composition of inverse and forward sampling

applied to this sample should also follow the Geometry dis-

tribution: E ◦ D(x) ∼ ΦM. To validate this, we sample 1

million surface points, denoted as {x}, and apply inverse

sampling, following Eq. (4), to obtain a set of Gaussian

noise samples {D(x)}. We then apply forward sampling

on {D(x)}, following Eq. (3), to obtain {E ◦ D(x)}. Fi-

nally, we evaluate the mean squared error (MSE) between

{x} and {E ◦ D(x)}, as they are in one-to-one correspon-

dence. In Fig. 14 we show intermediate results from the

inverse and forward sampling. We can see that indeed both

the initial samples (leftmost) and the results after composi-

tion (rightmost) align with the Geometry distribution. Tab. 4

reports the MSE for different choices of inversion steps.

In Fig. 15, we apply inverse sampling to the original surface

vertices with the ground-truth triangulation and texture co-

ordinates, to demonstrate that our inversion is semantically

meaningful. In the supplementary materials we show ad-

ditional interesting results: we composite inverse sampling

and forward sampling from different surfaces, yet still ob-

tain expected results. This further demonstrates the validity

of our method.

i = 0 i = 8 i = 15 i = 20 i = 64

Figure 15. We use the inversion D(·) to map the spot mesh back

to the noise space. Only the original mesh vertices are mapped;

textures shown here are for correspondence purposes only.

5. Conclusion

We have introduced a novel geometric data representation

that addresses key limitations of traditional methods, such

as watertightness and manifold constraints. Our approach

models 3D surfaces as geometry distributions encoded in a

diffusion model, allowing flexible and precise sampling on

complex geometries. This work advances neural 3D repre-

sentation techniques and establishes a foundation for further

exploration and development in geometry modeling, pro-

cessing, and analysis.

As a first attempt in this field, there are many exciting

avenues for future research. We just highlight selected ex-

amples but hope that our initial presentation motivates oth-

ers to explore this shape representation. First, the training

of diffusion models builds a trajectory between the Gaus-

sian distribution and the geometry distribution, which can

be interpreted as a mapping between two distributions. We

propose to investigate how to incorporate regularizers into

this mapping during training, such as area/volume preserva-

tion or semantic meaningfulness. Second, we are also inter-

ested in exploring how to define neural geometry operators

on geometry distributions, similar to the well-investigated

geometry processing operators on triangle meshes [1, 4].

Third, we have shown some preliminary meshing results

in Fig. 9. However, meshing is generally a challenging

problem requiring precise algorithms to convert spatial data

into graphs (vertices and faces). An interesting avenue of

research is to investigate joint sampling and meshing algo-

rithms for the proposed representation.
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