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Abstract

This work proposes a novel method for detecting

JPEG compression, as well as its grid origin, based

on counting the number of zeros in the DCT of 8 × 8
blocks. When applied locally, the same method can be

used to detect grid alignment abnormalities. It therefore

detects local image forgeries such as copy-move. The

algorithm includes a statistical validation step which gives

theoretical guarantees on the number of false alarms and

provides secure guarantees for tampering detection. The

performance of the proposed method is illustrated with

both quantitative and visual results from well-known image

databases and comparisons with state of the art methods.

1. Introduction

Image tampering is currently used massively on the web

and continuously feeds fake news [12]. This issue has

become important since digital image manipulation tools

are available to the general public. Some social networks

even allow to edit images and videos directly online.

Since these platforms (Facebook, Instagram, Snapchat, etc.)

delete all metadata for confidentiality reasons, there is

a crucial need for journalists and mass-media producers

to have access to tools for detecting forgeries from the

image itself. Several such tools are readily available

online, Fotoforensics, Forensically, Ghiro and Reveal1 for

instance. These tools provide a number of “tampering

localization maps” [26] in the form of so-called image

heat maps revealing suspicious alterations. However, those

localization maps work only as trace enhancers and do not

provide any solid proof of forgery. The result needs to be

analyzed with care and interpreted by experts. We attempt

here to fill in this gap by producing an automatic method

using the tampering traces left in the image and taking

an automatic decision about forgeries and their precise

1https://fotoforensics.com, https://29a.ch/photo-forensics,

https://www.getghiro.org, http://reveal-mklab.iti.gr

Figure 1: Result of the proposed method, from top left to

bottom right: original image, forged image (input of the

method), detected forgeries, ground-truth. The fisherman

and the fishing rod have been removed. The resulting

detected mask does not require visual interpretation.

location. Indeed, even in absence of image metadata,

much information about the history of the image is still

present in the image itself. Many processes undergone

by an image leave invisible but detectable traces all over

the image. Following [2, 3, 10, 11, 12, 15, 20, 29], we

address one of the most common processes, namely the

JPEG compression. This compression leaves traces in the

form of 8 × 8 pixels blocking artifacts that produce a grid

over the image.

Here we propose an automatic and statistically founded

method for detecting the grid division of the image. The

proposed method, hereafter referred to as ZERO, performs

a global grid detection and then applies it more locally to

detect forgeries. Indeed, image splicing generally breaks

locally the original grid alignment. A locally detected

grid therefore may contradict the global grid and become

a reliable cue that a forgery took place. We evaluate

ZERO against several state of the art algorithms on publicly

available datasets. The detection does not require a human

expert’s decision as shown in Figure 1, and is associated

with theoretical guarantees.
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The paper is organized as follows. A brief description of

the JPEG compression algorithm is presented in Section 2,

followed by a review of the state of the art in Section 3.

In Section 4, the proposed method is described and its

application to forgery detection is detailed in Section 5.

Finally, evaluations of the performances of the method are

presented in Section 6. A discussion concludes this article.

2. JPEG Compression

The JPEG image format is widely used by most digital

cameras (including smartphones) and by social networks to

share images on the Internet [16, 27]. First, the image is

converted from the RGB to the Y CbCr colorspace. The

Y channel is the luminance component while Cb and Cr

correspond to the chroma components. For simplicity,

we will focus on the Y channel2 since it contains most

of the image visual information, which we will refer to

as the luminance image. The luminance image is then

partitioned into non-overlapping 8× 8 pixel blocks and the

2D discrete cosine transform (DCT) type II is applied to

each of these blocks. Due to the independent encoding of

the blocks, pixel discontinuities are introduced across the

block boundaries of the decompressed image.

Each of the 8 × 8 blocks undergoes a quantization step

performed in the spectral domain. A quantization table

(related to the compression quality) provides a factor for

each DCT component. At this step, some DCT coefficients

are cancelled out when they have a small value relative to

the quantization factor. After this step, all 8×8 blocks have

a number of zeros that depends both on the compression

quality and on the image content. Finally, the quantized

DCT coefficients are losslessly compressed by exploiting,

among other things, the presence of zero values.

3. State of the art

There are several tools for detecting forgeries based on

JPEG compression traces. The most famous ones (used by

mass-media online) are ELA (Error Level Analysis) [18]

and GHOST [11], which are very similar. Both attempt to

detect JPEG compression ratio differences throughout the

image. In JPEG forensics, the main methods are either

based on the histograms of DCT coefficients [2, 29] or

based on the detection of a higher contrast at the block edges

[3, 10].

Three methods [15, 20, 23] are closely related to ours as

they detect forgeries by locating inconsistencies of JPEG

blocking artifacts. In [20], the image is filtered based

on local derivatives, weak edges are detected, and the

coherence with an aligned 8×8 grid is measured. A feature

corresponding to the local strength of the blocking pattern

is extracted. Feature variations indicate local absence

2Y = 0.299R+ 0.587G+ 0.114B.

or misalignment of the grid and can be considered as a

tampering cue. In [15], the authors use the artifact measure

introduced by Fan and Queiroz [10]: their method evaluates

multiple grid positions with respect to a fitting function.

Areas with low contribution are identified as inconsistent

with the main grid and therefore potentially tampered.

An image segmentation step is introduced to differentiate

between inconsistencies produced by tampering and those

attributable to image content. In [23], the authors apply the

filter proposed by Chan and Hsu [3] to reveal these blocking

artifacts before using a statistical method to increase the

reliability of the detection.

These methods make it possible to detect what is

undoubtedly one of the most commonly used tampering

schemes: the copy and paste of image parts which break

the alignment of the original grid, either because of its

location or because of transformations (scaling, rotation,

etc.) of the manipulated area. Another way to alter

an image is by simply cropping it to remove undesirable

parts of the photographed scene. This method, frequent in

photojournalism, can significantly alter the interpretation of

a scene. To detect cropping, Li et al. [20] and Nikoukhah et

al. [22, 23] detect the grid globally and exploit the fact that

its origin may no longer be at [0, 0]. Our method, being

based on the detection of the global JPEG grid, is also able

to detect this type of manipulation.

Finally, besides the spectral and spatial methods, a third

way has been introduced based on the principle that JPEG

compression has the goal to minimize the file size [22].

Therefore, to detect the JPEG grid, the method compresses

the image with all 64 possible grids and selects the one

yielding the shortest file. Our method extends this idea

as we decide to pick the likeliest JPEG blocks as those

containing the largest number of zero DCT coefficients.

4. JPEG grid detection

As described before, the JPEG algorithm sets to zero

some of the DCT coefficients of 8 × 8 blocks. Based on

this fact, the core of the proposed method is thus to count

the total number of zeros of each hypothesized DCT block.

In the presence of JPEG compression, this number should

be maximum when the 8 × 8 block is aligned with the

JPEG grid. Indeed, non-aligned blocks include additional

discontinuities due to blocking artifacts, leading to larger

DCT coefficient values relative to the aligned block, see

Figure 2 (right). A statistical test is used to confirm that

a JPEG grid is actually present.

4.1. Voting process

The first thing to explain is how to determine which DCT

coefficient are “zeros”. During JPEG decompression, an

inverse DCT is performed on each block, transforming the

integer DCT coefficients to real pixel values. Then, those
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Figure 2: Each pixel (yellow) belongs to 64 different 8× 8
blocks of the image. Six of them were drawn in different

colors on the left. Top right shows (in red) the position

of a patch not aligned with the grid. Bottom right shows

(in green) the position of the patch containing the pixel

matching the JPEG grid.

pixel values are quantized to produce an integer image.

Notice that this quantization step is different from the one

during the compression. This pixel quantization step, of

course, also modifies the corresponding DCT values. Thus,

a DCT coefficient that was put to zero during compression

does not keep an exact zero value after decompression. Yet

it remains close to zero. We propose to count the number

of coefficients with absolute values smaller than 0.5. This

allows to discriminate zeros even when DCT coefficient

quantization is at its finest rate, namely to integer values.

Each pixel may belong to 64 different overlapping 8× 8
blocks, as illustrated in Figure 2. In the first step of the

method, those 64 blocks are evaluated for each pixel. The

64 DCTs are computed as well as the corresponding number

of zeros. Each pixel votes for the grid origin of the block

with most zeros. In the case of a tie, the pixel does not vote.3

Performing the count as described requires computing

64 DCTs per pixel, but every block is shared with 64 other

pixels and this can be exploited to avoid recomputing the

DCT. Algorithm 1 describes the procedure. A table is used

to keep track of the largest number of zeros found for each

pixel. The DCT of every 8 × 8 block in the image and

its number of zeros are computed. Every pixel included

in the block is checked and the table of zeros is updated

when the current block has more zeros than in other blocks

previously evaluated. The table of votes is also updated to

the grid origin corresponding to the block with more zeros

(GridAlignedWith(b)), or to NON VALID in case of a tie.

3There is relevant information when two or more blocks have the same

number of zeros. However, exploiting this information would make the

statistical evaluation more complex. Given that the method is already

reasonably sensitive, we preferred to keep a simple formulation.

Algorithm 1: Compute grid votes

input : luminance channel L defined on Ω
output: grid vote map

1 votes(Ω)← NON VALID initialize votes

2 zeros(Ω)← 0 initialize number of zeros

3 for b ∈ Blocks8x8(Ω) do loop on all 8x8 blocks

4 d← DCT(L(b)) DCT of the block

5 z ←∑

di∈d 1|di|<0.5 number of zeros in the block

6 for (x, y) ∈ b do

7 if z = zeros(x, y) then tie, do not vote

8 votes(x, y)← NON VALID

9 else if z > zeros(x, y) then

10 zeros(x, y)← z
11 votes(x, y)← GridAlignedWith(b)

12 return votes

Figure 3: Left: Uncompressed image and its vote map.

Right: JPEG compressed image and its vote map. In both

cases, the pixels which return a NON VALID vote (a tie) are

shown in dark red.

Figure 3 shows two examples of vote maps. On the

left, the image is uncompressed and we observe a random

vote map. On the right, the same is shown for a JPEG

compressed image.

4.2. Statistical validation

When analyzing a JPEG image, the most voted grid

probably corresponds to the right one. But, even in

uncompressed images, one of the grids will get more

votes than the others, probably by a small margin. A

statistical criterion is therefore needed to decide whether

this prominence is caused by JPEG compression or not.

The proposed validation procedure is based on the a

contrario theory [8], which relies on the non-accidentalness

principle [21, 28]. Informally, this principle states that there

should be no detection in noise. In the words of D. Lowe,
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Figure 4: Zoom on a vote map for an image of Gaussian

noise. Each color represents a vote for a given grid origin.

The dark red color correspond to NON-VALID votes (the

ties). One can observe entire blocks of 8 × 8 pixels voting

for the same origin; this is the case when a block has a local

maximum of number of zeros.

“we need to determine the probability that each relation in

the image could have arisen by accident, P (a). Naturally,

the smaller that this value is, the more likely the relation is

to have a causal interpretation” [21, p. 39]. This principle

has shown its practical use for detection purposes such as

line segment detection [14], vanishing points detection [19],

anomaly detection [7], or forgery detection [1, 23].

In our context, we need to assess the probability that a

given grid origin gets a large number of votes purely by

chance. To that aim, a stochastic null model H0 for the votes

is required. It is here easily given by Laplace’s principle

of indifference: in absence of JPEG compression, each of

the 64 blocks containing a given pixel would have the same

chance of being the one with the largest number of zeros;

that would depend on the image content and there is no

reason to suppose that it is synchronized with a particular

8 × 8 grid origin. However, the votes of neighbor pixels

are not independent, even in noise images. Indeed, there are

always blocks that are local maxima of the number of zeros,

and those blocks get the votes of every pixel belonging to it.

Figure 4 shows a vote map obtained in an image of noise.

Votes are correlated within a distance of 8 pixels; on the

other hand, pixels at distance larger than eight are largely

uncorrelated. Thus, we define a stochastic null model H0

for votes at distance eight in which votes are independent

and uniformly distributed among all the 64 grid origins.

Let us suppose that we are observing a square patch of

an image where the number of votes for a given valid grid

origin is counted at a distance of eight pixels. Let us say

that k votes are counted for that valid grid among a total

of n votes. Under the null hypothesis H0, votes for the

given grid origin become Bernoulli random variables with

probability 1
64 . So under H0, the number of votes becomes a

random variable K and, given the independence of votes (at

distance larger than eight), it follows a binomial distribution

of parameter p = 1
64 . Thus,

P(K ≥ k) = B(n, k, p) =
n
∑

j=k

(

n

j

)

pj(1− p)n−j ,

where B(n, k, p) is the tail of the binomial distribution.

Given an observed number of votes k, P(K ≥ k) is the

probability of obtaining at least k votes under H0. When

this probability is small enough, there exists evidence to

reject the null hypothesis and declare that a significant

grid origin was found. However, the multiplicity of tests

needs to be taken into account. Indeed, if 100 tests were

performed, it would not be surprising to observe an event

that appears with probability 0.01 under random conditions.

The number of tests NT needs to be included as a correction

factor, as it is standard in statistical multiple hypothesis

testing [13].

Following the a contrario methodology, we define the

Number of False Alarms (NFA) of a candidate grid g on a

given window w as

NFA(g, w) = NTP(K ≥ k). (1)

One can show [8] that under the null hypothesis H0 the

expected number of false alarms with NFA(g, w) < ε, is

bounded by ε:

EH0





∑

(g,w)∈NT

1NFA(g,w)<ε



 < ε, (2)

where NT is the set of NT tests. As a result, ε corresponds

to the mean number of false detections per image under

H0. In most practical applications, the typical value

ε = 1 is suitable; we will set it once and for all in our

application as well. With this choice, the expected number

of false detections per image under H0 is guaranteed to be

upper-bounded by 1.

The same criterion will be used for the whole image

as well as for all sub-images. We want the tests to be

selective enough to discriminate a JPEG grid using only a

local region of the image. As we will see later, this also

allows to detect local forgeries. Thus, every square window

of a X × Y pixels image is included in the family of tests

and the 64 grid origins are tested for each one. Then, the

number of tests can be approximated by

NT = 64 ·XY ·
√
XY , (3)

where
√
XY gives a rough estimation of the possible

window sides, and XY gives the number of possible

positions for the square windows of a given size. All in

all, given a window to be analyzed, the grid origin with the

maximum of votes is selected and its number of votes at

distance eight pixels is counted. Then, the NFA is given by

NFA = 64 ·XY ·
√
XY · B(n, k, p). (4)
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Algorithm 2: JPEG grid detection

input : image I of size X × Y
output: main grid G
output: NFA value of the main grid

1 L← Luminance(I)
2 votes← ComputeVotes(L) algorithm 1

3 G← argmax
g is VALID

∑

x,y

1votes(x,y)=g most voted valid grid

4 v ←
∑

x,y

1votes(x,y)=G number of votes for main grid

5 NFA← 64XY
√
XY · BinTail

(

XY
64 , v

64 ,
1
64

)

6 if NFA < 1 then

7 return G, NFA JPEG grid found

8 else

9 return ∅ JPEG grid not found

A JPEG grid is detected when NFA < 1.

According to the theory, to test a grid we must count one

vote out of eight in both directions. These are the votes

inside the window with coordinates (x0 + 8i, y0 + 8j) for

integers i and j. This test must be performed for all other

64 grids with x0 and y0 in {0, 1, . . . , 7}. A simpler way

to evaluate a lower bound for the number of votes in the

most voted grid is as follows. Instead of counting votes

at distance of eight pixels for those offsets, we can count

every vote and divide the number by 64. Indeed, let v
be the total of votes in the window for the given grid. If

those votes were equally distributed on the sub-samplings,

one would have k = v
64 for each of the sub-samplings. If

not, necessarily one of the sub-samplings will have more

votes. Hence we can deduce that there is at least one of

those sub-samplings with k votes satisfying k ≥ v
64 . So

by counting every vote and dividing the count by 64 we are

considering the worst case and we are sure that a detected

grid is meaningful. Naturally, the count of votes for every

pixel in the window is also divided by 64. Algorithm 2

describes the ensuing JPEG grid detection method.

5. Forgery detection

Our JPEG grid detection can be performed globally but

also at every square window of the image. When a local

region has a meaningful grid that is different from the main

one, it means that it is a foreign grid and so the result of

a forgery. Indeed, when part of a JPEG image is copied

and pasted, it retains its grid traces. In 63 over 64 times

(assuming that the forger did not explicitly align the grid),

the grid origin will not correspond to the main one, thus

allowing its detection. This is true whether it is a case of

copy-move from the same image or when the copied part is

taken from a different JPEG image.

Algorithm 3: Forgery detection

input : grid vote map defined on Ω of size X × Y
input : main grid G
input : neighborhood size W = 12
output: forgery mask

1 mask(Ω)← FALSE initialize forgery mask

2 for (x, y) ∈ Ω do

3 if votes(x, y) is VALID and votes(x, y) 6= G then

4 R← GrowRegion(votes, x, y,W )
5 B ← BoundingBox(R)
6 N ← max(Bx, By) size of square bounding box

7 NFA← 64XY
√
XY · BinTail

(

N2

64 ,
|R|
64 ,

1
64

)

8 if NFA < 1 then forgery found

9 mask(R)← TRUE mark tampered region

10 votes(R)← NON VALID do not test again in R

11 mask(Ω)← Closing(mask,W ) fill holes in mask

12 return mask

The same algorithm as described in Section 4 can be

applied directly on every square window. But this would be

computationally expensive. Instead, we propose a heuristic

method using a greedy algorithm to accelerate the search

for forged regions. Nevertheless, the final validation uses

the same statistical test used for the global grid.

Algorithm 3 describes the method. The vote map is

partitioned into connected regions sharing the same grid

vote. A region growing algorithm is used for partitioning

the vote map: starting from a seed pixel (x, y), the neighbor

pixels are iteratively aggregated when voting for the same

grid. As Figure 4 shows, votes for the same grid often have

gaps, so a relaxed notion of neighborhood is needed. A

window with a meaningful grid origin must have a vote

density of at least 1
64 for the right grid origin. Thus, the

votes for the right grid should not be further away than eight

pixels. To allow for some variation in the distribution, we

set this neighborhood size a little larger and use W = 12.

Then, for each region with a valid grid origin different

from the main one, a square bounding box is computed and

the statistical test is performed with the NFA framework

introduced before. When a meaningful region is found with

a grid origin different from the main one, the pixels in the

region (which all voted for the same grid) are marked in a

forgery mask. Figure 5 shows an example. After a region is

evaluated, its votes are marked as NON VALID to gain time

by preventing the same pixels from being explored again.

Due to variations in the number of votes, the raw forgery

mask contains holes. To give a more useful forgery map,

these holes are filled by a mathematical morphology closing

operator [25] with a square structuring element of size W
(the same as the neighborhood used in the region growing).
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Figure 5: Up-left: an image with a tampered region

indicated in red. Down-left: grid origin vote map.

Up-right: raw forgery mask. Down-right: final forgery

mask after holes filled by a mathematical morphology

closing operation.

Figure 5 shows an example of the final forgery mask.

Figure 6 illustrates some limitations of the proposed

method. Forgeries are detected as regions in which the local

grid does not agree with the global grid. This means that

when the grid of the forged regions aligns perfectly with

the global grid, our method will fail to detect the forgery.

Nevertheless, this happens only once for every 64 positions.

In a saturated region, the DCT coefficients of the blocks are

all equal to zero except for the DC coefficient. The number

of zeros are tied and the votes are all non-valid. This means

that it is impossible to distinguish the JPEG grid in saturated

regions. Since no valid JPEG grid can be found, it will never

disagree with the global grid and therefore saturated parts of

a forgery cannot be found. However, as soon as a part of the

forgery is not saturated it can be detected as it is shown in

Figure 6. Another limitation is when the forged region is too

small. Since the statistical test must be satisfied to detect

a forgery, there is a minimal detectable region size that

depends on the image size, the JPEG compression quality

and the image contents.

6. Experimental results

In this section we evaluate the proposed method on

two tasks: global grid detection and forgery detection.

Comparisons with other available methods are performed

which illustrate the superiority of our approach, both in

terms of low false rate and accuracy on true detections.

6.1. Grid detection

Grid detection is our main application as it represents

the first step of most forgery detection algorithms but

this is not the only application. In image restoration,

grid detection is also used to remove grid artifacts by a

Figure 6: Up: images with tampered regions indicated in

red. Middle: grid origin vote maps. Down: detected forgery

masks. On the left, an example of a missed detection: one

of the two forged regions was not detected because its local

grid was correctly aligned with the global grid. On the right,

an incomplete detection caused by saturation in the image.

deblocking procedure [4]. To this aim, it is useful to detect

the grid in every case, and the hardest cases are when the

quality factor is high. Our first evaluation was performed

with cases where no detection should be obtained. This

experiment is important to illustrate the main strength of

the proposed algorithm: it gives a principled method to

decide whether the image has undergone JPEG compression

or not. The first dataset is composed of 200 images of noise

following a Gaussian distribution. Two image sizes were

generated: 500 × 500 and 1000 × 1000. We also used the

UCID [24] uncompressed image collections (886 images)

and Kodak [17] (24 images). The method’s performance is

compared to three other methods in Table 1. ZERO is the

sole to produce no false detection.

To illustrate the validity of the proposed approach, the

second experiment is applied to 12 288 images generated

from the Kodak [17] uncompressed image database. The

24 images (of size 768 × 512) were compressed, using the

imagemagick tool to increasing quality factors (50, 60,

70, 80, 90, 93, 95, 98 and 99), then cropped into the 64

different positions to test all possible grid positions. The

results are shown in Table 2.

This application is useful by itself. Indeed, knowing if

an image has undergone JPEG compression is important.

Moreover, knowing its grid origin can tell whether an image
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Dataset

Noise UCID [24] Kodak [17]

BLK [20]
% true — — —

% false 100 100 100

GOD [23]
% true — — —

% false 0 0.6 0

SGOD [22]
% true — — —

% false 0 0.5 0

ZERO
% true — — —

% false 0 0 0

Table 1: Results of the proposed method compared to BLK,

GOD and SGOD on uncompressed images. Percentage of

images where a JPEG grid was detected. In this case, every

detection is a false detection.

JPEG quality factor

≤ 80 90 95 98 99

BLK [20]
% true 97 95 85 31 0

% false 3 5 15 69 100

GOD [23]
% true 100 91 70 55 41

% false 0 0.003 0.05 0.06 0.1

SGOD [22]
% true 100 100 100 50 0

% false 0 0 0 0 0

ZERO
% true 100 100 100 100 100

% false 0 0 0 0 0

Table 2: Results of the proposed method compared

to BLK, GOD and SGOD on 12 288 compressed and

cropped images generated from the Kodak [17] database.

Percentages of true and false JPEG grid detections.

has been cropped. Table 2 shows a perfect detection of

JPEG compression and cropping after a JPEG compression

even with a very high quality (99%). JPEG compression at

100% is not detectable by the proposed method as it does

not increase the number of zeros in the DCT. Even in those

cases, the proposed method gives no false detection.

6.2. Forgery detection

To test how detections can be based on JPEG grid

misplacement, we used a database of tampered images

created by copy-paste [5]. The copied area is taken from the

same image and its borders hidden in a smooth transition.

However, the proposed method would work exactly the

same if the copied area came from a different JPEG image.

A detection based on a disparity in the grid position in some

blocks may fail with probability 1/64 when the copied area

is placed so that its grid is aligned with the global grid.

The proposed algorithm gives back two types of

important information: the main JPEG grid origin detection

and the forgery detection when it is the case. The

ZERO GOD [23] CMFD [6]

Original
true — — —

false 0 6 5

Forged
true 35 23 44

missed 2(+11) 21(+4) 4

Table 3: Quantitative results on the dataset [5], containing

48 pairs of original and forged images. 11 of the images

are correctly detected as not JPEG by ZERO (4 for GOD).

Since these image are not JPEG the forgery cannot be

detected therefore they are reported in parenthesis.

database [5] contains 48 pairs of original and forged

images. On this dataset, we compare the results of

GOD [23], CMFD [6] and ours. CMFD by Cozzolino

et al. [6] proposes a method that allows a precise and

accurate detection of a copy-move forgeries inside a single

suspicious image. Therefore this method is particularly

appropriate on the tested images and is used as reference

for these types of forgeries. We used the implementation

provided by [9]. Note that our method does not need

the forged region to come from the same image. Both

GOD [23] and ZERO are able to filter out the 11 pairs that

are either not JPEG compressed, or with a quality factor of

100%. On the 37 remaining images, the proposed method

is able to detect most forgeries with no false detection.

The quantitative results are reported in Table 3. Regarding

the two missed forgeries, one is caused by the copied area

having the same grid origin as the global image, and the

other one is due to its small size.

We also qualitatively compared our method to other

forgery detection methods based on compression traces

analysis in Figure 7. This allows us to compare with

state-of-the-art methods that only produce heatmaps.

7. Conclusion

This paper presented a novel JPEG grid detection and

tampering localization method based on the number of

zeros in the DCT blocks. It has a high accuracy detecting

JPEG compression up to quality factor of 99%. It

performs reliable reverse engineering and detects forgeries

by giving an automatic, localized, and reliable result

without requiring any human interpretation. The proposed

algorithm is efficient; the bottleneck is the computation of

the vote map, which has about the same complexity of 64

JPEG compressions. Color information and handling ties in

the number of zeros will be explored in future work.

Reproducibility. The source code of the proposed

method as well as an online demo are available at the

following link: https://github.com/tinankh/ZERO
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Figure 7: Results of the proposed method compared to the JPEG state-of-the-art methods. The first one produces a difference

image, the three following heat maps and the last two masks. The methods are applied to the forged image and also its

original source.
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