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Abstract

Convolutional networks (ConvNets) have become the
dominant approach to semantic image segmentation. Pro-
ducing accurate, pixel-level labels required for this task is
a tedious and time consuming process; however, producing
approximate, coarse labels could take only a fraction of
the time and effort. We investigate the relationship between
the quality of labels and the performance of ConvNets for
semantic segmentation. We create a very large synthetic
dataset with perfectly labeled street view scenes. From these
perfect labels, we synthetically coarsen labels with different
qualities and estimate human—hours required for producing
them. We perform a series of experiments by training Con-
vNets with a varying number of training images and label
quality. We found that the performance of ConvNets mostly
depends on the time spent creating the training labels. That
is, a larger coarsely—annotated dataset can yield the same
performance as a smaller finely—annotated one. Further-
more, fine—tuning coarsely pre—trained ConvNets with few
finely-annotated labels can yield comparable or superior
performance to training it with a large amount of finely-
annotated labels alone, at a fraction of the labeling cost. We
demonstrate that our result is also valid for different network
architectures, and various object classes in an urban scene.

1. Introduction

Driven by the increased computational power of modern
hardware, researchers have revived the use of convolutional
neural networks (ConvNets) for computer vision. [27, 30]
While it achieves state—of—the—art performance on many im-
portant learning tasks, supervised training of ConvNets is
known to be data intensive. For example, training a Con-
vNet for general image recognition may require millions of
labeled images. [17]. In domains for which labeled data is
expensive to produce, additional tricks, such as fine—tuning
or using lower—quality data, need to be employed for Con-
vNets to be feasible.

Semantic image segmentation is a task for which labeled

Figure 1: A finely annotated (top) and a corsely annotated
(bottom) image from the CityScape’s dataset.

training images are very costly to collect. Producing training
images involves assigning a semantic class label for each
individual pixel of a given image. This is particularly hard,
as object boundaries could be complex and difficult to accu-
rately annotate [26].

Despite their cost, accurate (pixel-perfect) annotations
are believed to be essential for high—quality segmentation,
as nearly all dataset publishers spend all of their efforts on
generating such annotations [10, 4, 5, 11, 9, 3]. Recently,
the CityScapes [9] dataset provided a large set of coarsely
annotated images alongside a smaller set of finely annotated
ones. Utilizing these coarse annotations during the training
procedure have been shown to improve the performance
of ConvNets. For example, nearly all top performers on
CityScapes benchmark [9] utilize coarsely labeled images
[32, 34, 8, 33].

Driven by this observation, the main goal of this paper is
to quantify the impact of label quality, and thus labeling cost,
to performances of semantic segmentation ConvNets. Given
a limited budget for annotating data, what is the optimal
strategy that yields best performance?
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Because real-image datasets contain only up to a few
thousand of annotated images [9, 10, 5], we decide to use
computer graphics to generate a synthetic dataset for our
study. The benefit is two—fold. Firstly, we are able to gener-
ate a very large number of images with little human effort.
Secondly, because the complete information about the scene
is known, we can produce perfect annotation for every pixel
in every image in the dataset. For this particular work, we
use CityEngine software to procedurally generate a city, and
render street—view images using an open-source rendering
software called Mitsuba [14].

In order to quantify the coarseness of labels and correlate
the human effort required to produce them, we introduce a
metric for label quality which was inspired by CityScape’s
coarsely labeled images[?], and propose an algorithm for
producing labels with various qualities. We then measure
the amount of human—hours required for producing labels at
different quality levels, and use the results of the measure-
ments to estimate the amount of human-hours required to
produce labels in our dataset.

Finally, we trained state—of—the—art ConvNets on vari-
ous combinations of label qualities and numbers of training
images, and analyze their respective performances. We re-
peated these experiments on an additional network architec-
ture and analyzed results on different object classes to ensure
the validity of result. Our main findings are as follows:

e ConvNets’ performance highly correlates more with the
human-hours spent producing the labels and less on the
quality of each individual annotation. This means that a
larger number of coarsely annotated image can yield the
same performance as a smaller number of finely annotated
ones.

e Itis not optimal to invest time in producing a large number
of fine labels. Competitive and/or superior results can
be obtained by using a large number of coarsely labeled
images combined with a small number of finely annotated
ones, which require fewer human-hours to produce.

e While we cannot suggest a general rule for the optimal
ratio of fine and coarse labels, our results suggest that, in
order to achieve maximal performance, while minimizing
human effort, equal or larger amount of human—hours
should be spent on producing coarse labels.

e The trade—off for using coarser labels is training time.
The training time is highly correlated with the number of
images in the training set.

1.1. Terminology and details

Throughout the paper we will be using the terms fine
labels to refer to images annotated with pixel-level preci-
sion. We use the term true labels to refer to the fine labels

generated using computer graphics. With coarse labels we
refer to the labels that are not fine. Coarse labels can have
different quality based on the error metric introduced in the
next section.

To simplify the analysis and better isolate the effect of
label quality, we primarily focus on the specific problem of
two—class semantic segmentation (vehicle vs non-vehicle)
of street images, but repeat our experiments for multi—class
segmentation.

2. Datasets

Having large dataset is crucial for our experiments be-
cause we are compensating coarseness with quantity. Our
experiments shows appreciable trends only after using more
than 10k images per class for training. While MS COCO [ 18]
boasts > 200k labeled images, its annotations are coarse.
Other publicly available real-image datasets have very lim-
ited sizes (at most 10k images across all classes [0]). There-
fore, we decided to generate and use synthetic data for our
study. In this section, we will discuss existing datasets and
contrast them with ours. Then, we give details on how our
dataset was generated, and how we synthetically coarsened
the labels. Finally, we describe the experiment we performed
to estimate the human effort required to generate labels at
each quality level.

2.1. Existing Synthetic Datasets

When compared to real datasets, synthetic datasets typi-
cally contain orders of magnitude more images. The SYN-
THIA dataset [24] contains 13,407 images of urban scene
with pixel-accurate annotation of several classes such as vehi-
cle, pedestrian, road, and sidewalk. “Driving in the Matrix"
dataset [15] contains up to 200,000 images captured from
the video game Grand Theft Auto V.

While these datasets boast impressive number of images,
they have some drawbacks. First, several consecutive frames
within both datasets are often correlated, significantly reduc-
ing their effective sizes. Second, the scenes represented in
each dataset are limited. The SYNTHIA dataset appears to
contain only a few city blocks [24], while Driving in the
Matrix dataset contains a single city. Many of the images in
Driving in the Matrix dataset are desert highway, and it is un-
clear how diverse its urban scenes are. Lastly, because nearly
no additional information is available, it is very difficult to
sample the dataset while avoiding overlapping training and
test sets.

Despite these limitations, we utilized SYNTHIA in some
of our experiments, as their annotations comprehensively
covered street object categories (e.g. cars, pedestrian, road
and sidewalk, etc.).
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Figure 2: Auto City overview (top left), low rise district (top
right and bottom left) and a street scene (bottom right)

2.2. The Auto City Dataset

Because existing datasets’ limitations, we chose to gen-
erate our own dataset of urban, street view scenes. This
allowed us to have a full control over the diversity of the
dataset. We used the CityEngine software to procedurally
generate the models of our city, and we used Mitsuba [ 4]
to render these models.

Procedural city CityEngine provides a grammar for spec-
ifying and parameterizing urban objects, which can be used
to generate buildings, sidewalks, cars, etc. with variations.
It provides rule-based zoning for easy generations of many
cities at once with residential and/or commercial zones.

We followed CityScape’s “International city” example to
generate cities that included a small financial center, low-rise
buildings area, as well as residential areas with vegetation.
Figure 2 shows the bird’s—eye view of a generated city, as
well as a sample of a street—level shot we used for training
the ConvNets. The city covered a total area of 15 km?,
around 40 kms of roads, and contained 3, 782 cars.

Rendering For high quality, realistic rendering we used
Mitsuba [14], an open source physically based renderer. To
mimic images taken from a driving vehicle, we used camera
locations at the height of 1.5 meters in the middle of each
lane. Images that did not contain a vehicle were discarded.
This resulted in a little over 150, 000 images.

For realistic lighting, Preetham [2 1] sun/sky model imple-
mented in Mitsuba was used. We used a path tracer integrator
with the maximal depth of 5 to render images at 768 x 576
pixels. We chose 16 samples per pixel as a good trade-off
between rendering speed and the amount of noise.

Training, test, validation splits The images were divided
into 3 non—overlapping image pools, sorted east to west.
This way each of the three pools covered all of the three city

zones (residential, financial, and low rise), while being com-
pletely separated from each other. The three pools served
the purpose of training, validation, and test image sets.

2.3. Simulating Coarse Label Quality

Inspired by the CityScapes dataset (Fig. 1), we produced
coarse labels such that they fit within the true labels’ bound-
aries. The coarse annotations were represented by polygons
approximating the true boundary of the objects. More de-
tailed coarse labels were represented with higher degree
polygons whose vertices are placed closer to the true bound-
ary of the object.

To formalize the quality of a semantic labeling, we used
the maximal distance between the polygonal label and the
true object boundary as the measure of labeling error (A).
Given A, we separated the true boundary and the coarsened
one by eroding the true label by A /2. We then simplified the
resulting polygon using the Douglas—Peucker algorithm [ 2],
a commonly used algorithm for polygon simplification. The
algorithm attempts to simplify the polygon while allowing
for an error of at most A /2. This method allowed for a fine
control over A, and produced coarse labels very similar
to the ones of CityScape’s dataset, which are produced by
humans (Fig. 1). An illustration of the proposed algorithm
steps are given in Fig. 3 (top row), as well as results obtained
by applying the algorithm (bottom three rows). Note that the
resulting annotations contain unlabeled pixels; these pixels
are ignored during the ConvNet training procedure.

2.4. Estimating Human Effort

In order to understand the relationship between the qual-
ity of coarse labels and human effort required for producing
such, we designed an experiment to precisely measure dif-
ferences in human-hours needed for producing labels of
different qualities, by measuring the time it took for humans
to generate such labels.

We asked four individuals to label a set of 50 diverse
images with 1) fine labels and 2) labels similar to the ones
produced by our algorithm with A of 4,8,16 and 32. For
coarse labels, the subjects were asked to trace polygons
inside and outside the vehicles labeling both the vehicles
and the background. The subjects were also explained the
boundary constraint and the notion of maximal allowed error
(A). Furthermore, the subjects were first given 10 already
labeled images, as the ones in Fig 3 (bottom) to serve as
warm—up examples to ensure the subjects knew how accurate
they needed to be.

For producing fine labels, the subjects were instructed to
trace the outlines of vehicles with pixel accuracy.

After the warm—up, the subject were asked to label 40
unlabeled images at each quality level. As the same images
were used for each quality levels, the subjects were instructed
to take long breaks between labeling images with different
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Figure 3: The three steps of our method for producing coarse labels (top). True labels and labels obtained with our simplification

algorithm using A, = 4, 8,16, 32 (middle and bottom)

quality.

For each subject and label quality we computed the av-
erage time spent per image. In Fig. 4, we show the mean
and standard deviation of the average times spent labeling.
The results confirm that creating fine-label was extremely
difficult, taking 4 times as much the labeling time for 4px
margin. The coarsest 32px margin was the fastest, 15x faster
than the fine labels.

We note the large standard deviation for producing fine
labels, and relatively small deviations when labeling coarser
images. This is reasonable, as perfectly following the object
boundary is much harder than drawing approximate labels.
It also depends on ones vision, dexterity, etc., and will thus
vary more among different individuals. The data suggests
that there is a large time penalty for producing pixel—perfect
labels, as compared to coarse labels with relatively small
erTor.

3. Experimental Setup

3.1. Reference ConvNets

Most state-of-the-art semantic segmentation ConvNets
typically consist of an encoder network and a corresponding
decoder network that is followed by a pixel-wise classifi-
cation layer [19, 28, 13, 23, 2, 20, 33, 32, 34]. Often, the
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Figure 4: Mean time spent on labeling images with different
quality labels.

encoder network is borrowed from architectures used for
image classification, such as VGG16 [29] or AlexNet [17],
and is pre—trained on classification datasets such as the Im-
ageNet [25]. The decoder network is responsible for pro-
ducing features for each pixel for classification, and greatly
varies among different approaches.

Our primary ConvNet was based on FusionNet [22], as
it is a relatively simple encoder—decoder network, closely
resembling many popular networks in recent literature (e.g.
DeconvNet [20], SegNet [2, 1] and UNet [23]).
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We modified the default FusionNet by reducing the num-
ber of channels in each layer, and removing residual blocks
in order to simplify the model, and allow for faster train-
ing. This resulted in a ConvNet with approximately 1M
parameters, which allowed for relatively fast training while
producing highly accurate results. It also allowed us to
quickly perform many experiments in order to optimize the
training parameters.

In order to ensure that our findings are valid for different
network architectures, we also ran our experiment using the
FCN16 architecture [19], which we consider to be the most
different from FusionNet, while being simple enough to run
many experiments with.

Unlike the symmetric architecture of FusionNet, FCN16
architecture only uses a light-weight decoder/bilinear up-
sampler to generate its final segmentation. The architecture
itself can be thought of as a sliding an image recognizer such
as VGG16 or AlexNet over the image to produce a dense
prediction [29, 17]. The decoder layers function mainly to
recover lost detail from overlapping receptive fields.

We also ran a subset of experiments with even more so-
phisticated architecture, DeepLab-ResNet, which is one of
the top-performing entries in the CityScapes benchmark
[7, 9], and is very costly to train. However, we will not be
reporting full result with this architecture.

3.2. Training and Evaluation

We trained each network using the Adam [16] gradient
descent optimization algorithm. We were able to carefully
tune the modified FusionNet training parameters due to its
fast training. For FCN16, We used default parameters, except
for the learning rate for which we used a constant value of
10~° instead of decaying learning rate as suggested in the
original papers [19]. We found this configuration to yield
superior performance on our datasets.

Not all segmentation networks are initialized by pre-
trained weights, especially in biomedical domain. To show
that our results are consistent regardless of whether the net-
work weights were pre—traned, we initialized the weights of
FCN16 using VGG16 [29], while we trained the modified
FusionNet from scratch. We monitored validation loss, and
ended training early when it over—fitted or the validation loss
converged.

We used intersection-over-union, a common metric for
semantic segmentation task, to evaluate our ConvNets [10].
The validation set and the test set are obtained by drawing
3,000 images from the validation and test pools respectively.
The quality of the annotations used for validation always
matched the quality of the annotations used for training.
However, we used the true labels for the test set to ensure
that all ConvNet were evaluated on the same standards.

3.3. Experimental Conditions

We trained our ConvNets using training sets with various
label qualities. Additionally, we also varied the size of the
dataset in order to study the impact of dataset diversity. We
used 5 training sets starting at 3, 000 images and doubled
the size until we reached 48, 000 images. For each training
set, we trained our ConvNet with 5 label qualities from fine
labels to coarse labels with maximal errors (Apax) of 4, 8,
16 and 32 pixels.

The images within a given training set were sampled
from a spatial neighborhood within the training pool. The
neighborhood size varied in longitude proportionately to the
number of images within the training set, while covering the
whole city in latitude. This way, the scene diversity would
also vary with the number of images, yielding a total of 25
experimental conditions.

Fine-tuning Experiments Another typical technique to
deal with limited dataset is finetuning. The network is pre—
trained on a larger dataset for a related, or simplified, task,
and then fine—tuned on the limited dataset. In our case,
this would be equivalent to training on a large amount of
coarse labels, and fine—tuning on a smaller number of fine
labels. We study the effect of label quality in this setting
by finetuning the networks pre—trained on training sets of
12,000 or more of coarse labels (with maximal error of 4 up
to 32 pixels).

4. Results and Analysis

We present and analyze the results of training two differ-
ent network architectures on our synthetic dataset, as well
as the results of training the FCN16 architecture on the Syn-
thia dataset [24]. Through analysis, we aim to answer the
following questions:

1. What is the impact of the label quality and the training
set size to the overall ConvNet performances?

2. How can we optimally invest labeling time? Is it better
to invest time in producing fine or coarse labels, or a
combination of both?

3. Are these results valid for different ConvNet architec-
tures and/or differet datasets and labels?

We first focus on the results of our modified FusionNet
architecture. We then show that the results of the other
architectures and data—set confirm our findings.

Impact of Quality and Quantity The performance of our
modified FusionNet trained on various training sets, using
the standard intersection over union (IoU) metric [10], are
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Table 1: Mean IoU of our modified FusionNet architecture.

Training | Single quality | Coarse + 1k fine ‘ Coarse + 3k fine

Num images ‘ 3k 6k 12k 24k 48k ‘ 12k+1k  24k+1k  48k+1k ‘ 12k+3k  24k+3k  48k+3k
fine-labels 8526 8875 89.61 91.89 9393 | n/a n/a n/a n/a n/a n/a

4px error 84.97 8693 90.06 91.56 93.33 | 90.58 92.11 94.02 90.61 92.49 94.31
8px error 84.20 86.20 88.61 90.58 92.01 | 90.17 91.95 93.65 90.62 91.42 93.64
16px error 82.15 8397 86.92 88.42 90.65 | 89.60 90.44 92.38 89.81 90.75 92.96
32px error 7830 9196 83.57 86.53 88.42 | 89.41 91.26 91.41 89.32 90.08 92.03

shown in Table. 1. Unsurprisingly, increasing either the qual-
ity of the coarse labels or the size of the training set improves
the performances of the trained networks. We observe simi-
lar trends in our fine—tuning experiments. Using more finely
labeled images for fine—tuning, resulted in a higher perfor-
mance increase. This result is expected, because, intuitively,
both larger training set size or better label quality increase
the total amount of annotated pixels, hence the amount of
useful data in the training set.

Optimal Time Investment On Fig. 5a, we plot the perfor-
mance of our trained ConvNets against the estimated time
required for producing the training set. Here, the orange
markers represent networks trained on coarse labels, while
the red labels represent the networks trained on fine labels;
the shapes represent different qualities of the coarse labels.

As seen in Fig. 5a, the coarse labels performances (shown
in orange) roughly lie on a line. This means, when training
on coarse labels, the performance correlates strongly with
the overall time spent producing labels, and not only with the
quality. That is, a larger dataset of coarse images can yield
the same overall performances as a smaller dataset with
more accurately annotated labels. This is also illustrated
by the points circled in Fig. 5a, which show that the same
performance is achieved when using training sets of different
label quality and different number of images.

Additionally, the resulting performances of ConvNets
trained on fine labels (red markers) also lie on a line that is
strictly below the orange one. This means that, for a given
labeling time budget, coarse labels will outperform the fine
ones. Conversely, for a desired target performance, one
would only need to spend a fraction of time labeling coarse
labels in order to achieve the goal. While the absolute best
performance is achieved by training on maximal number of
finely labeled images, the accuracy is just slightly higher than
the performances on coarse labels which require nearly an
order of magnitude less labeling time (note the logarithmic
scale). This highlights the difficulty for human to produce
fine labels.

Fine-Tuning Experiments Table. | also shows the per-
formance of fine—tuned networks. The best performance

(boldfaced) in each category is very similar. Fine-tuning
with just 1,000 images yielded nearly the same performance
as 48k fine labels, which would be extremely expensive to
produce; fine—tuning with 3,000 fine images yielded a su-
perior performance. This suggests that, training on many
coarse labels, and fine—tune on few fine labels may be a more
optimal way when labeling cost is a concern.

The natural next question is what is the optimal ratio
of finely and coarsely labeled images (or the time spent
producing fine vs coarse labels). On Fig. 5b, we overlay the
performances of the fine—tuned networks. The networks that
are fine—tuned with 1,000 fine labeled images are shown in
green, while the network fine—tuned with 3,000 fine labeled
images are shown in black. Fitted line for each group is
shown.

In Fig. 5b, the black line (fine—tuning with 3k images)
crosses the orange line (single quality) at around 20 days,
which is where the time labeling fine data equals time label-
ing coarse data (producing 3, 000 finely annotated images
would take about 10 days). Additionally, the green line,
which starts at 7 days (where coarse-to-fine labeling time
ratio is > 2), is always above the orange line. This sug-
gest fine—tuning would be cost effective only when the time
spent labeling coarse images equal time spent labeling fine
images (the alternative is to spend more time labeling all
coarse images). This result could be specific to our dataset,
however.

Generalizability of our Findings On Fig. 6 we show the
performances of the more sophisticated FCN16 network
architecture as a function of the total time spent producing
labels for all the training configurations with at least 12, 000
training images. The yellow cluster (coarse labels) forms
a line, and the red cluster (fine labels) is, again, below the
yellow cluster, confirming the trend we saw with modified
FusionNet.

Note that we observe more noise for the results where
less human time is spent labeling. This is because we trained
FCN16 “out of the box”, without extensive tuning of training
parameters.

However, the noisy results still confirm our findings. The
red line (ConvNets trained only on finely annotated images)
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Figure 6: Performances of the FCN-16 network model.

is below all other clusters, confirming that using only finely
annotated images is not optimal. The green cluster (Con-
vNets fine—tuned with 1, 000 images) is “above” the orange
one (ConvNets trained solely on coarse labels), confirming
that producing 1,000 finely labeled images is better than
producing none. The black line (ConvNets fine—tuned with
3,000 images) crosses the orange line roughly at the x coor-
dinate — 20 human—days.

Finally, the overall performances of the best performing
networks fine—tuned with 1,000 and 3,000 images have
competitive performances to the network trained on a large
set of finely labeled ones, at a fraction of labeling time. Thus,
fine—tuning with small set of fine labels can yield comparable

performance as training on large set of fine labels.

Additionally, partial experiments were performed using
even more sophisticated, DeepLab-ResNet, architecture,
which is very costly to train. The subset of performed exper-
iments confirmed our findings.

Generalizability to other semantic classes and datasets.
On Fig. 7 we show the result of the FCN16 networks trained
on different the Synthia [24] dataset using various configura-
tions.

We trained the networks to distinguish among 5 label
classes, and show the performances on labeling humans,
vehicles and road. Including humans was of particular im-
portance, as their labels are highly non—convex, which is in
contrast to vehicles used in our dataset.

Being much smaller dataset, we could trained the net-
works on training set sizes of 2,500, 5,000 and 10,000
images. The fine—tuning training configurations were not
performed, due to the limited dataset size.

As described above, the nature of the Synthia dataset re-
sulted in high inbalance of class occurrences, which resulted
in additional noise. However, the results clearly show that for
coarse labels, overall performances depend on the labeling
time. Also, given a limited time budged, producing coarse
labels is more time—efficient.

Note that, in Fig. 7, we had assume that the time to cre-
ate labels at different quality levels for each of SYNTHIA
semantic class is the same as vehicle class in our dataset.
While this may not be true, we expect the trend to hold be-
cause we expect fine labels to be costlier than coarse labels
for any semantic class.

1485



Car Road

0.89

0.88

0.85

loU

0.87

0.80 0.86

1 10 1

Pedestrian
0.8

0.7 °

0.6 Training
coarse

® i
05 fine

0.4

10 1 10

Estimated labeling time (Human—days)

Figure 7: Results of training the FCN16 ConvNet on 15 different datasets. The sizes of the datasets were 2, 500, 5, 000 and
10, 000, and for each size both fine labels as well as labels with A, € {4,8,16,32}pz were used.

600 -

N
3
3

Iterations

Training
coarse
o coarse+3k fine
o fine
200-

10000 20000 30000 40000 5000
Images

Figure 8: Training time (in iterations) vs number of training
samples.

Training time Figure 8 shows the training time (in terms
of iterations) it took our ConvNets to converge. The training
time increases with training set size, so the trade off for

using more coarser-labeled images is to run training longer.

This suggests that, if faster training is the goal, human-hours
should be spent on labeling images with higher quality coarse
labels.

5. Conclusion and closing remarks

Our main take home message of the work presented is
that, when creating a training dataset, spending time on
producing coarse labels is arguably more important than
producing fine ones.

Through experiments we showed that the overall ConvNet
performance is strongly correlated with the amount of time
spent producing coarse labels, and not the quality of each
individual label. This suggests that datasets can greatly
benefit by obtaining coarse labels through crowd—sourcing,
without strong control of the label quality.

Using coarse labels for pre—training, and fine—tuning with
finely annotated images allows for competitive performance
to training on a large number of only finely annotated ones,
which requires spending much more human—hours on the

tedious task of labeling images. The optimal portion of
labeling time that should be spent producing coarse and fine
labels will vary on the specifics of the dataset, as a rule of
thumb we suggest that one should spend at least the same
amount of time on coarse labels as on fine ones.

While the overall performances solely depend on the
human-hours spend labeling, the training times also depend
on the total number of images. If one wishes to minimize
the ConvNet training time, one should consider producing
coarse labels with higher quality. This could be important for
involving complex network architectures, and the training
time becomes limiting factor.

Our findings apply for cases when a large number of un-
labeled images are readily available, or easily obtainable —
such as street—view images used in this paper. When the
amount of training images is limited, such as in many med-
ical applications (e.g. ADNI dataset [31]), generating best
quality labels would still yield the best performance.
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